## The Complete Guide to PowerShell Punctuation

- Does not include special characters in globs (about Wildcards) or regular expressions (about Regular Expressions) as those are separate "languages".
- Green items are placeholders indicating where you insert either a single word/character or, with an ellipsis, a more complex expression

| Symbol |
| :---: |
| <enter> return |
| semicolon |
| \$name dollar sign |
| \$\{0.0 |
| \$ path\} |
| (o.0) |

What it is
statement

Sname variable prefix
\$\{...\}
\$\{path\}
(.o.) (a) grouping
expression

Explanation
Allowed between statements, within strings, after these separators [ I , ; = ] and-as of V3-these [." : :
Also allowed after opening tokens [ Not allowed most anywhere else.
Optional if you always use line breaks after statements; required to put multiple statements on one line, e.g. $\$ \mathrm{a}=25$; Write-Output \$a
\$ followed by letters, numbers, or underscores specifies a variable name, e.g. \$width. Letters and numbers are not limited to ASCII; some 18,000+ Unicode chars are eligible. To embed any other characters in a variable name enclose it in braces, e.g \$\{save-items $\}$. See about Variables. Special case: \$\{drive-qua7ified path\} lets you, e.g., store to ( $\$\{\mathrm{C}: \mathrm{tmp} . \mathrm{txt}\}=1,2,3$ ) or retrieve from (\$data=\$ \{C: tmp.txt\}) a file. See Provider Paths. Wrap any single statement (or single command-stream connected by pipes) to override default precedence rules. See the subexpression operator \$() for multiple commands.
Group at the front: access a property from the result of an operation, e.g. (get-process -name win*). name Group at the end: pass the result of an operation as an argument: write-output (1,2,3-join '*')
(b) grouping operator (c) .NET function arg container
$\$(\ldots$.$) (a) sub-$
Wrap multiple statements, where the output of each (b) subexpression inside a string
array sub-
expression
hash initializer
script block
(a) array indexer \$data [4] returns the 5th element of the \$data array.
(b) hash indexer \$hash['b7ue'] returns the value associated with key blue in the hash (though you could also use \$hash.blue)
(c) static type Use to call a static methods, e.g. [Regex]: : Escape (\$x) Cast to a type just like C\# ([int]"5.2") but in PS you can also cast the variable itself ( $[\mathrm{xm}]] \$ x='<a b c />$ '). Also applies for function args: function $f([i n t] \$ i)$ \{....
(e) array type Cast to an array type-use with no content inside:
designator
pipeline object This
This special variable holds the current pipeline object (now with a more friendly alias as well, \$PSItem), e.g.ps | where \{ \$_.name -like 'win*' \}
splatting prefix splat
$?$
alias for Where-Object

Alias for ForEach-Object (a) alias for ForEach-Object (b) modulo modulo \& store Allows passing a collection of values stored in a hash table or in an array as parameters to a cmdlet. Particularly asefis or @PsBoundParameters. See about Splatting Instead of Get-Stuff | where-object \{ ...\} you can write the oft-used cmdlet with the terse alias: Get-Stuff | ? \{ ... \}
Instead of 1..5| ForEach-Object \{ \$_ * 2 \} you Special case of above for a single property of pipeline Returns the remainder of a division e.g. (7\% 2) returns 1 . designator can use dir alias: to see the contents of the alias drive see the \$path variable on the env drive.
(b) variable scope specifier An undecorated variable, e.g. \$stuff implicitly specifies the current scope. But you can also reference \$script:stuff or \$globa1: stuff to specify a different scope. See about Scopes
:
static member Specify a static .NET method, e.g. [String]: : Join(. accessor or [System.IO.Path]::GetTempFileName(), or a static property [System. Windows. Forms.Keys]: :Alt or [int]: :Maxvalue.
array builder
Forea an array to feed a pipeline, e.g. 1,3,5,7 argument, ps -name winword,spoolsv
(a) separator in E.g. System.IO.FileInfo just as in C\#
class path
period;
dot

## ${ }^{\bullet \bullet}$ double dot

octothorp e.g. $8+4 / 2$ vs. $(8+4) / 2$

Unlike when calling native PowerShell functions, calling NET functions require parentheses:
Wrap multiple statements, where the output of each Interpolate simple variables in a double-quoted string with just $\$$, but complex expressions must be wrapped in a subexpression. Ex: $\$ p=$ ps | select -first 1 then 'proc name is \$(\$p.name)"
Same as a sub-expression, except this returns an array even with zero or one objects. Many cmdlets return a collection of a certain type, say X. If two or more, it is returned as an array of $\mathbf{X}$ whereas if you only get one
object then it is just an $\mathbf{X}$. Wrapping the call with this operator forces it to always be an array, e.g. \$a = @(p operator forces it to always be an array, e.g. $\$ \mathrm{a}=\mathrm{C}$
| where name -1 ike 'foo') See about Arrays Defines a hash table with the format @\{ name1=va7ue1; name2=value2; ....\}. Example: $\$ h=@\left\{a b c=' h e 11 o^{\prime} ;\right.$ color='green'\}. You can then access values by their keys, e.g. \$h['color'] or \$h.color. See about Hash_Tables

