Writing PowerShell Scripts for Power Bl

The purpose of these hands-on lab exercises is to provide campers with experience writing PowerShell scripts to automate common
tasks in a Power Bl environment. You will begin by ensuring your Windows PC is configured for PowerShell script development and by
installing the PowerShell library for Power Bl named MicrosoftPowerBIMgmt. After that, you will write a few simple PowerShell
scripts that connect to your Power Bl test environment and execute commands to create workspaces, manage workspace users and
import PBIX files. In the exercises that follow, you will be required to write more advanced PowerShell code which calls the generic
Invoke-PowerBIRestMethod cmdlet to perform essential Power Bl operations such as patching datasource credentials and updating
dataset parameters.

You can complete these lab exercises using either Windows PowerShell 5 or PowerShell 7 (aka PowerShell Core). The lab
instructions and screenshot in this document are based on using Windows PowerShell 5 and writing and testing PowerShell scripts
using the Windows PowerShell Integrated Scripting Environment (ISE). However, you should be able to complete any of these lab
exercises using PowerShell 7 and Visual Studio Code with the PowerShell extension for Visual Studio Code provided by Microsoft.

In order to complete these lab exercises, you need a Power Bl Pro license or Pro trial license in a Power Bl test environment in which
you have permissions to create new workspaces and to import PBIX files created with Power Bl Desktop. The final exercises at the
end of this lab will also require that you have Power Bl administrator permissions so that you can run PowerShell cmdlets for Power Bl
scoped to the organization level. If you want to create a trial Office 365 tenant to provide a Power Bl development environment in
which you will have permissions as a global tenant administrator (and consequently a Power Bl Service administrator), you can use
the step-by-step instructions in Create a Trial Environment for Power Bl Development.

Exercise 1: Configure PowerShell to Run Scripts on Your Computer

In this exercise, you will download the student files for this lab. You will also write and test a few simple PowerShell scripts to ensure
your Windows PC is properly set up for writing and testing PowerShell scripts.

1. Download the student lab files to a local folder on your developer workstation.
a) Create a new top-level folder on your workstation named DevCamp at a location such as c:\DevCamp.
b) Download the ZIP archive with the student lab files from GitHub by clicking the following link.

https://github.com/PowerBibDevCamp/PowerBI-Powershell-Tutorial/archive/master.zip

c) Open the ZIP archive and locate the files inside the folder named PowerBI-PowerShell-Tutorial-master.

| M = | Extract PowerBl-PowerShell-Tutorial-master
Home Share View Compressed Folder Tools
« v 4 > ThisPC » Downloads » PowerBI-PowerShell-Tutorial-masterzip *> PowerBI-PowerShell-Tutorial-master >
~
Name Type Compressed size Password p.. Size
3 Quick access
Demos File folder
& OneDrive Scripts File folder
' This PC : Solution File folder
|%] README.md Markdown Source File 1KB No 1KB
utorial.docx Microsoft Word Dacument | o |
& Network Tutorial.d Microsoft Word D 1024KB N 1,090 KB

You will now copy the files out of this ZIP archive and paste them into a new folder on your local PC.

d) Copy the files from inside the PowerBI-PowerShell-Tutorial-master folder and paste them into a local folder at C:\DevCamp.
e) The C:\DevCamp folder on your PC should now match the following screenshot.

[ M = | DevCamp
Home Share View

«— S > ThisPC > Local Disk (C:) > DevCamp
Name Date modified Type
5 Quick access
Demos 9/22/2020 8:11 AM File folder
@ OneDrive Scripts 9/22/2020 8:11 AM File folder
s B This PC : Solution 9/22/2020 8:11 AM File folder
|#] README.md 9/22/2020 8:11 AM Markdown Source File
1 Network @ Tutorial.docx 9/22/2020 8:11 AM Microsoft Word Document

© Power Bl Dev Camp. 2020

. All Rights Reserved



https://docs.microsoft.com/en-us/powershell/scripting/install/installing-powershell-core-on-windows?view=powershell-7
https://code.visualstudio.com/download
https://marketplace.visualstudio.com/items?itemName=ms-vscode.PowerShell
https://github.com/PowerBiDevCamp/Camp-Sessions/raw/master/Create%20a%20Trial%20Environment%20for%20Power%20BI%20Development.pdf
https://github.com/PowerBiDevCamp/PowerBI-PowerShell-Tutorial/archive/master.zip

Power Bl Dev Camp Tutorial: Writing PowerShell Scripts for Power Bl Version: Sep 23, 2020

f) Look inside the Scripts folder to see what's inside.

M © = |scripts
Home  Share  View
« v 1 > ThisPC > Local Disk(C:) > DevCamp > Scripts

Name Date modified

3 Quick access
&, COVID-US.pbix 9/22/2020 8:11 AM

& Onelrive [ ReadMext 9/22/2020 811 AM
G| SalesByState.pbix 9/22/2020 8:11 AM

& This PC

Type Size

Microsoft Power BI. 4,096 KB
Text Document KB
Microsoft Power Bl. 105 KB

As you create new PowerShell scripts in the exercises of this lab, you will be instructed to create them in the Scripts folder. Note the
Scripts folder also contains two PBIX files that will be used by the scripts you write in later exercises.

g) Look to see what is inside the Solution folder.

= | Solution

1 ThisPC > Local Disk (C)) > DevCamp » Solution

# Quick access
4 Exercise01-Part01.ps1

& OneDrive % Exercise1-Part02 ps1
4 Exercise01-Part03.pst
4 Exercise02-Part01.ps1
W Network 4 Exercise02-Part02.ps1

S This PC

4 Exercise02-Part03.ps1
4 Exercise03-Part01.ps1

As you can see, the Solution folder contains PowerShell scripts which provide solutions to all the exercises in this lab. Feel free to
look at these files if you get stuck during any of the exercises.

2. Enable the execution of PowerShell scripts on your local PC if you have not already done so.
a) Open a PowerShell command shell running as Admin.

wershell (Admin) 4_

Task Manager

Search

Run

Shut down or sign out

b) Type in and execute the following PowerShell command.

Set-ExecutionPolicy Bypass -Scope Currentuser

c) When prompted to confirm to the operation, type Y and press ENTER to confirm that you want to enable script execution.

Now your PC should be configured for being able to write and testing PowerShell scripts using the Windows PowerShell ISE.

3. Create a new PowerShell script named Exercise01.ps1.
a) Using the Windows Start menu, launch the Windows PowerShell ISE.

By Windows Powershell ISE <:
 App

Apps

Command

E¥ powershell ISE >

£ PowerShell \Sq
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b) Create a new PowerShell script and save it as Exercise01.ps1 using the following path.

C:\DevCamp\Scripts\Exercise0l.psl

Before getting started with PowerShell for Power BI, you are going to warm up by writing and testing a few simple PowerShell scripts.

c) Add the following PowerShell code to Exercise01.ps1 to create an array of strings and enumerate through it.
Clear-Host
$hobbies = @("Pilates", "Kick boxing", "Power BI Embedding")

write-Host
write-Host "My Hobbies"

foreach($hobby in $hobbies) {
wWrite-Host " - $hobby"

}

write-Host

d) Test the script by executing it by pressing the {F5} key or by pressing the Execute button with the green arrow.
e) As the script executes, you should see it displays the strings from the $hobbies array in the console window.

¥ Windows PowerShell ISE
File Edit View Tools Debug Add-ons Help

o o x»x 9 f B =8| oo mom.

| Exercise01.ps1 X
Clear-Host

fShobbies = @("pilates", "Kick boxing", "Power BI Embedding")

write-Host
Write-Host "My Hobbies"
- foreach($hobby in $hobbies) {
wWrite-Host " - Shobby"
}

write-Host

My Hobbies

- Pilates

- Kick boxing

- Power BI Embedding

PS C:\DevCamp>

f) Delete all the code in Exercise01.ps1 except for the first line which calls Clear-Host.
g) Add the following PowerShell code which creates an array of dictionaries where each dictionary contains data for a pet.

$pets = @(
@{ Name="Bob"; Type="cat" }
@{ Name="Diggity"; Type="Dog" }
@{ Name="Larry"; Type="Lizard" }
@{ Name="Penny"; Type="Porcupine" }

h) Move below in in Exercise0l1.ps1 and add the following code to output the heading My Pets.

write-Host
write-Host "My Pets"

i)  Move below in in Exercise01.ps1 and add the following code to enumerate the array and output information on each pet.

foreach($pet in $pets) {

$name = $pet.Name

$type = $pet.Type

write-Host " - $name the $type"
1
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j) Add one more call to Write-Host at the bottom of Exercise0l.ps1.

K) Your script should now match the following code listing.
Clear-Host

$pets = @(
@{ Name="Bob"; Type="cat" }
@{ Name="Diggity"; Type="Dog" }
@{ Name="Larry"; Type="Lizard" }
@{ Name="Penny"; Type="Porcupine" }

write-Host
write-Host "My Pets"

foreach($pet in $pets) {

$name = $pet.Name

$type = $pet.Type

write-Host " - $name the $type"
1

write-Host

I) Press {F5} to execute the script. You should see output in the console that matches the following screenshot.

B Windows PowerShell ISE
File Edit View Tools Debug Add-ons Help

s H o » , B = |8 |Boo|®@E.
‘ Exercise01.ps1 X
Clear-Host

-1$pets = @(
@{ Name="Bob"; Type="cat" }
@{ Name="Diggity"; Type="Dog" }
@{ Name="Larry"; Type="Lizard" }
@{ Name="Penny"; Type="Porcupine" }

write-Host
Write-Host "My Pets"

-Iforeach(Spet in S$pets) {
$name = $pet.Name
Stype = Spet.Type
write-Host " - $name the §type"
}

Write-Host

My Pets

- Bob the cat

- Diggity the Dog

- Larry the Lizard

- Penny the Porcupine

PS C:\DevCamp>

In the final step of this exercise, you will modify the PowerShell code to create a text file which contains information about the pets.

4. Write the information about pets to an output text file.
a) Delete all the code in Exercise01.ps1.

b) Add the following line to parse together a file path for a file named Pets.txt in the same folder as the script Exercise0l.psl.

$outputFilePath = "$PSScriptRoot/Pets.txt"

$PSScriptRoot is a variable built into PowerShell which returns the path to the folder which contains the hosting script. Therefore, the
variable named $outputFilePath will hold a path to a file named Pets.txt in the same folder as the Exercise01.ps1 script

c) Add the following code to create an array of dictionary objects for a collection of pets.

$pets = @(
@{ Name="Bob"; Type="cCat" }
@{ Name="Diggity"; Type="Dog" }
@{ Name="Larry"; Type="Lizard" }
@{ Name="Penny"; Type="Porcupine" }

© Power Bl Dev Camp. 2020. All Rights Reserved




Power Bl Dev Camp Tutorial: Writing PowerShell Scripts for Power Bl

Version: Sep 23, 2020

d) Add the following line of code to write a heading of My Pets into the output file.

"My Pets" | out-File $outputFilePath

e) Create a foreach loop to enumerate the dictionary objects and to output a line of text for each pet with its name and type.

foreach($pet in $pets) {

$name = $pet.Name

$type = $pet.Type

" - $name the $type" | out-File $outputFilePath -Append
1

f) Add one more line of PowerShell code to open up the text file in notepad.
notepad.exe $outputFilePath
g) Your script should now match the following code listing.
$outputFilePath = "$PSScriptRoot/Pets.txt"
$pets = @(
@{ Name="Bob"; Type="cCat" }
@{ Name="Diggity"; Type="Dog" }
@{ Name="Larry"; Type="Lizard" }
@{ Name="Penny"; Type="Porcupine" }
"My Pets" | Out-File $outputFilePath

foreach($pet in $pets) {

$name = $pet.Name

$type = $pet.Type

" - $name the $type" | out-File $outputFilePath -Append
1

notepad.exe $outputFilePath

h) Test the script by executing it by pressing the {F5} key or by pressing the Execute button with the green arrow.
i) As the script executes, you should see it generates and opens a next text file named Pets.txt with information about the pets..

=
File Edit View Jools Debug Add-ons Help
H « o » l B = | B8 5o0 &|E
Exercise01.ps1* X
$outputFilerPath = "§PSScriptRoot/Pets. txt"
fpets = @[

@{ Name="Bob"; Type="Cat" }

@{ Name="Diggity"; Type="Dog" }

@{ Name="Larry"; Type="Lizard" }

@{ Nname="Penny"; Type="Porcupine" }
)

"Pets" | Out-File %outputFilePath

- $pets | ForeEach-oObject {
$name = $_.Name
Stype = I_.Type
" - $name the $type" Out-File SoutputFilePath -Append

¥

notepad.exe fSoutputFilePath

| Pets.txt - Notepad
: File Edit Format View Help
Ps C:\DevCamp> pets
- Bob the cat
- Diggity the Dog
Larry the Lizard
- Penny the Porcupine

OK, now you have completed your warm up calisthenics. Now it's time to move on to writing PowerShell code for Power Bl.
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Exercise 2: Install the Microsoft Power Bl Cmdlets for Windows PowerShell

In this exercise, you will begin by installing the PowerShell module named MicrosoftPowerBIMgmt.so you can access to the cmdlets
provided by the Power BI team. After that, you will write the PowerShell code to connect to your Power Bl environment.

1. Install the PowerShell module named MicrosoftPowerBIMgmt.
a) If you already installed MicrosoftPowerBIMgmt move to step 2.
b) Right-click on the Windows Start menu and open a Windows PowerShell console as admin.

Computer Management

Windows PowerShell

Windows PowerShell (Admin) «

Task Manager

Settings
File Explorer
Search

Run

Shut down or sign out

Desktop

c) Type and execute the following PowerShell command to install the PowerShell module named MicrosoftPowerBIMgmt.

Install-Module -Name MicrosoftPowerBIMgmt

d) Wait until the installation of MicrosoftPowerBIMgmt is complete.

EN Administrator: Windows PowerShell
PS5 C:%\PowerBiPowershell> Install-Module MicrosoftPowerBIMgmt

Ins ling package 'MicrosoftPowerBIMgmt®
nstalling dependent package 'MicrosoftPowerBIMgmt.Data®
[ 000000000000000000000000000000000000000000000

Installing package °MicrosoftPowerBIMgmt.Data®
Unzipping

[ 00000000000000000000000000000000000000000000000000000000000000000000000000

Once you have installed the MicrosoftPowerBIMgmt module, there is no more need to use an Administrative PowerShell session.
You can now return to the PowerShell ISE and use a standard PowerShell session.

2. Create a new PowerShell script named Exercise02.ps1.
a) Return to the Windows PowerShell ISE and create a new PowerShell script,
b) Save the new PowerShell script as Exercise02.ps1 using the following path.

C:\DevCamp\Scripts\Exercise02.psl
3. Use the Connect-PowerBIServiceAccount cmdlet to connect to the Power Bl Service.
a) Copy and paste the following PowerShell code into Exercise02.ps1.
fuser = Connect-PowerBIServiceAccount
$userName = S$user.UserName

write-Host
write-Host "Now logged in as $userName"

b) Save your changes to Exercise02.ps1.
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c) Press the {F5} key to execute the PowerShell code in Exercise02.ps1.
d) When the script executes, you should be prompted to sign in.
e) Sign in to your Power Bl test environment using your user name and password.

B® Microsoft
« tedp@powerbidevcamp.net
Enter password

sessssscess

Forgat my password

Sign in

f) After Connect-PowerBIServiceAccount executes, you script should display your user account in the console window.

B Windows PowerShell ISE
File Edit View Tools Debug Add-ons Help
(=0 = g » v = 85 B30 0|m

Exercise2ps1 X

=]

fuser = Connect-PowerBIServiceAccount
$userName = S$user.UserName

Write-Host
Write-Host "Now logged in as $userName"

PS C:\DevCamp\scripts> C:\DevCamp\scripts\Exercise2.psl
Now logged in as TedP@powerbidevcamp.net «

PS C:\DevCamp\scripts>

As you can see, you can write scripts that do not contain any user names or passwords. This type of script can be run by a user
interactively where the user is required to supply a user name and password when the script begins to execute. In some scenarios
such as PowerShell script development, it can convenient to hard-code the user name and password into the script so that it runs
without any need for user interaction. In the next step you will modify the script with a hard-coded user name and password.

4. Update Exercise02.ps1 to log in without requiring interaction on the part of the user.
a) Delete all the code in Exercise02.ps1.
b) Copy and paste the following code into Exercise02.ps1 and then update the variables named $userName and $password.
# update $userName and $password with your user credentials

$userName = "userl@tenantl.onMicrosoft.com"
$password = "myCat$rightLeg"

# convert password to secure string
$securePassword = ConvertTo-SecureString -String $password -AsPlainText -Force

# create PSCredential object to serve as login credentials
$credential = New-Object -TypeName System.Management.Automation.PSCredential
-ArgumentList $userName, $securePassword

# log into Power BI unattended without any user interaction
$user = Connect-PowerBIServiceAccount -Credential $credential

$userName = $user.UserName

write-Host
write-Host "Now logged in as $userName"

This script demonstrates a common technique of creating a PSCredential object using a secure string to include the password.

© Power Bl Dev Camp. 2020. All Rights Reserved 7
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a) Press the {F5} key to execute the PowerShell code in Exercise02.ps1.
b) The script should now execute successfully without requiring you to sign in interactively.

o r e m w8 |Boo e,
Exercsezont X

$securePassword ConvertTo-SecureString -String $password -AsPlainText -Force

# create PsCredential object to serve as login credentials
$credential New-Object -TypeName System.Management.Automation.PSCredential
-ArgumentList SuserName, $securePassword

# log into Power BI unattended without any user interaction
Suser = Connect-PowerBIServiceAccount -Credential Scredential

SuserName Suser.UserName

write-Host
write-Host "Now Togged in as $userName”

PS C:\DevCamp\scripts> C:\DevCamp\scripts\Exercise2.psl

Now logged in as tedp@powerbidevcamp.net

PS C:\DevCamp\scripts>

5. Add a call to Get-PowerBIWorkspace.
a) Delete the lines of PowerShell code that appear after the call to Connect-PowerBIServiceAccount.
b) Add a call to Get-PowerBIWorkspace.

# log into Power BI unattended without any user interaction
$user = Connect-PowerBIServiceAccount -Credential $credential

Get-PowerBIworkspace

c) Press the {F5} key to execute the PowerShell code in Exercise02.ps1.
d) The script should display output for each Power Bl workspace that your user account has permissions to view..

# log into Power BI unattended without any user interaction
$user = Connect-PowerBIServiceAccount -Credential $credential

Get-PowerBIWorkspace

PS C:\DevCamp\scripts> C:\DevCamp\scripts\Exercise2.psl

Id : 6679bd47-5b5f-4be0-ac6d-7a7ablbal6f8
[EL : A1l Company

IsReadonly : False

IsOrphaned : False

IsonDedicatedCapacity : False

CapacityId

Id : 912f2b34-7daa-4589-83df-35c75944d864
Name : Dev Camp Demos

IsReadOnly : False

IsOrphaned : False

IsOnDedicatedCapacity : False

CapacityId 3

e) Reformat the output of Get-PowerBIWorkspace using the Format-Table cmdlet.
Get-PowerBIWorkspace | Format-Table Name, Id

f) Press the {F5} key to execute the PowerShell code in Exercise02.ps1.
g) The script should display the Power Bl workspaces that your user account has permissions to view in a table format.

Get-PowerBIWorkspace | Format-Table Name, Id

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise02.psl

Name

All Company  05c¢5989c-aec4-419f-a992-0c13ccc47d41
wingtip Sales 0950d469-e8f4-4470-91e6-e9a153167031

Note that this script does not display all the workspaces in the current tenant. It only displays the workspaces in which the current user
has been added as a workspace user. Later in Exercise 7, you will learn how to call Get-PowerBIWorkspace at Organization scope
to view all the Power Bl workspaces that exist within the current tenant.
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Exercise 3: Write a Script to Create Workspaces and Add Workspace Users

In this exercise, you will write a PowerShell script to create a new app workspace and to add workspace users.

1. Create a new PowerShell script named Exercise03.ps1.
a) Return to the Windows PowerShell ISE and create a new PowerShell script.
b) Save the new PowerShell script as Exercise03.ps1 using the following path.

C:\DevCamp\Scripts\Exercise03.psl
c) Begin by copying-and-pasting the following PowerShell code as the starting point for Exercise03.ps1.
write-Host
Connect-PowerBIServiceAccount | out-Null
$workspaceName = "Dev Camp Labs"
$workspace = New-PowerBIGroup -Name $workspaceName

$workspace | select *

From this point on, all the scripts you will write will connect to Power Bl using a call to Connect-PowerBIServiceAccount which will
require you to login interactively. If you want the convenience of being able to run and test your scripts without having to interactively

supply a user name and password each time, you can copy and paste the code at the top of Exercise02.ps1.

a) Press the {F5} key to execute the PowerShell code in Exercise03.ps1.
b) The script should create a new V2 app workspace and display its properties in the PowerShell console window.

Exercise03.ps1 X
wWrite-Host

Connect-PowerIserviceAccount | Out-Null
SnewdorkspaceName - "Dev Camp Labs™
tworkspace = New-PowerBIGroup -Name SnewwWorkspaceName

dworkspace | select *

da20-4c11-af06-1af96abb57c6
mp Labs

¢) Navigate to the Power Bl Service in the browser and verify that you can see the new workspace named Dev Camp Labs.

Power Bl My workspace

My workspace

M Home
Q Search
¢ Favorites >
Workspaces
(® Recent > e All Company
& Apps Dev Camp Labs <:
& Shared with me Wingtip Sales

o
=

Learn

Workspaces E> <

My workspace v

o]
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d) Expand the Dev Camp Labs workspace context menu and select Workspace access to display the Access pane.

Workspaces
e All Company
Dev Camp Labs E> : spaces
Wingtip Sales Workspace settings
$Workspace access

e) Inthe Access pane, you should be able to verify that your user account has Admin permissions.

2 Access

Dev Camp Labs

Add admins, members, or contributors.

Add

NAME PERMISSION

The workspace creator is always given Admin permissions on a new workspace.

f) Return to the PowerShell script named Exercise03.ps1 in the Windows PowerShell ISE.

g) Delete the code in Exercise03.ps1 and replace it with the following code.
write-Host
Connect-PowerBIServiceAccount | Out-Null
$workspaceName = "Dev Camp Labs"
$workspace = Get-PowerBIWorkspace -Name $workspaceName

if($workspace) {
write-Host "The workspace named $workspaceName already exists"

else {
write-Host "Creating new workspace named $workspaceName"
$workspace = New-PowerBIGroup -Name $workspaceName

$workspace | select *

h) Press the {F5} key to execute the PowerShell code in Exercise03.ps1.

i) The code in the PowerShell script should be able to determine that the workspace named Dev Camp Labs already exists.

$newworkspaceName = "Dev Camp Labs"
$Sworkspace = Get-PowerBIWorkspace -Name S$newwWorkspaceName

-1if (Sworkspace) {
write-Host "The workspace named SnewWorkspaceName already exists"

—lelse {

wWrite-Host "Creating new workspace named $newworkspacenName"
Sworkspace = New-PowerBIGroup -Name S$newworkspaceName

$workspace | select *

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise03._psl

The workspace named Dev Camp Labs already exists «

© Power Bl Dev Camp. 2020. All Rights Reserved
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The next step requires that your Power Bl environment has another user account apart from the user account you are using to run
your scripts. You will need the email address of any user that you want to add as a workspace user with a specific level of permissions.

2. Use the Add-PowerBIWorkspaceUser cmdlet to add a new workspace user.
a) Remove the last line of code from Exercise03.ps1 which contains the code $workspace | select *.

b) Add the following code to Exercise03.ps1 and replace the value for $userEmail with a valid email address for a user account
in your Power BI test environment.

# add user as workspace member
$useremail = "JamesB@pbidev0924.onMicrosoft.com"

Add-PowerBIworkspaceuser -Id $workspace.Id -UsereEmailAddress $useremail -AccessRight Contributor

c) Press the {F5} key to execute the PowerShell code in Exercise03.ps1.

When it runs, the script should add a new user to the target workspace with permissions of a contributor.

d) Navigate to the Power Bl Service in the browser and verify that you can see the new workspace named Dev Camp Labs
e) Expand the workspace context menu and select Workspace access to display the Access pane for the workpace.
f) Inthe Access pane, you should be able to verify that the new user you added has Contributor permissions.

R Access

Dev Camp Labs

Add admins, members, or contributors.

Enter email addresses

Member

Search

NAME

James Bond

Stu Dent

PERMISSION

Contributor

Admin

Exercise 4: Write a Script to Upload and Publish Content

In this exercise, you will write a script to import PBIX files to automate the process of publishing and updating datasets and reports.

1. Create a new PowerShell script named Exercise04.ps1.

a) Return to the Windows PowerShell ISE and create a new PowerShell script,
b) Save the new PowerShell script as Exercise04.ps1 using the following path.

C:\DevCamp\Scripts\Exercise04.psl

c) Copy and paste the following code to provide a starting point for Exercise04.ps1.
write-Host

Connect-PowerBIServiceAccount | Out-Null
$workspaceName = "Dev Camp Labs"

$workspace = Get-PowerBIwWorkspace -Name $workspaceName

if($workspace) {
write-Host "The workspace named $workspaceName already exists"
else {

write-Host "Creating new workspace named $workspaceName"
$workspace = New-PowerBIGroup -Name $workspaceName
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2. Add PowerShell code to publish a PBIX file.
a) Add the following code to the bottom of Exercise04.ps1.

$pbixFilerPath = "$PSScriptRoot\COVID-US.pbix"
$import = New-PowerBIReport -Path $pbixFilePath -workspace $workspace -ConflictAction CreateOroverwrite

$import | select *

In the student files you downloaded in Exercise 1, there should already be a PBIX file named COVID-US.pbix in the Script folder. The
path created by the PowerShell expression $PSScriptRoot\COVID-US.pbix should reference this PBIX file. If the PBIX file named
COVID-US.pbix is located at a different location on your PC, you should update the $pbixFilePath variable accordingly.

Note the -ConflictAction parameter in the call to New-PowerBIReport has been given a value of CreateOrOverwrite. This
parameter value is important because it causes the import to overwrite any existing dataset and report with the same name. If you omit
this parameter, you will find that it will create a new report and dataset instead of overriding reports and datasets of the same name.

b) Press the {F5} key to execute the PowerShell code in Exercise04.ps1 and login when prompted.
¢) When the script runs it should import the PBIX file and display information about the imported item in the console window.

| Exercise04.ps1 X
Connect-PowerBIServiceAccount | Out-Null

SnewworkspaceName = "Dev Camp Labs"
Sworkspace = Get-PowerBIWorkspace -Name S$newworkspaceName

-1if($workspace) {
Write-Host "The workspace named $newwWorkspaceName already exists"

“Jelse {
Write-Host "Creating new workspace named SnewworkspaceName"
Sworkspace = New-PowerBIGroup -Name SnewWorkspaceName
}
$pbixFilePath = "$PSScriptRoot\COVID-US.pbix"
$import = New-PowerBIReport -Path SpbixFilePath -Workspace S$workspace

Simport | select *

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise04.psl

The workspace named Dev Camp Labs already exists

1d : 73acfb75-013f-42e6-b90d-fel13f27188bc

Name - COVID-

Webur1 : https://app.powerbi.com/groups/ad00a3be-da20-4cll-af06-1af96abb57c6/reports/73acfb75-0131-42¢

EmbeduUr1 : https://app.powerbi.com/reportEmbed?reportid=73acfb75-013f-42e6-b90d-fel3f27188bc&config=ey]
T1ZG1yZWNOLmFuYwx5c21zLndpbmRvd3MubmvOI iwiZW1liZWRGZWFOdXJ1cyI6eyItb2R1cmSFbWI1ZCI6dHI1ZX19

DatasetId :

d) After the script runs, return to the Dev Camp Labs workspace in the Power Bl Service
e) Verify that PBIX file has been imported and that you can see a new dataset and a report named COVID-US.

Dev Camp
Dev Camp Labs
@ Home
3¢ Favorites > + New v = View v Y Filters €3 Settings
@ Recent >
All  Content  Datasets + dataflows

5 Apps
& Shared with me Name Type Owner Refreshed Next refresh
Learn u COVID-US Report Dev Camp Labs 9/23/20, 6:30:27 AM —
& Workspaces > COVID-US Dataset Dev Camp Labs 9/23/20, 6:30:27 AM N/A

Dev Camp Labs v
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f) Open the report named COVID-US.
g) Inspect the end date in the slicer visual in the top right and note that the last date is 8/17/2020.

[} File ¥ = Export v |& Share ™ 8 ChatinTeams [J Comment I3 Subscriibe & Edit - O~ Ov O

Confirmed  (UEESE " Confirmed Cases 122/2020  §/17/2020 @

USA 5,397,990 168,487 3.1% .

California 634,066 11,344 18% '

Florida 576,094 9539 17% . oy

e 550986 10,033 18% ‘ ‘ :v
New Yo %5085 [NEESAT 6% ‘- -s’
238861 4727 20% 74

The reason we have you look at the end date of 8/17/2020 is that is represents the last refresh date. In the following exercise, you will
write code to patch the data source credentials and refresh the dataset behind this report.

Exercise 5: Write a Script to Patch Datasource Credentials

In this exercise, you will write a PowerShell script to patch datasource credentials and to refresh the COVID-US dataset.

1. Create a new PowerShell script named Exercise05.ps1.
a) Return to the Windows PowerShell ISE and create a new PowerShell script,
b) Save the new PowerShell script as Exercise05.ps1 using the following path.

C:\DevCamp\Scripts\Exercise05.psl

c) Copy and paste the following code to provide a starting point for Exercise05.ps1.
write-Host
Connect-PowerBIServiceAccount | Out-Null

$workspaceName = "Dev Camp Labs"
$datasetName = "COVID-US"

$workspace = Get-PowerBIWorkspace -Name $workspaceName
$dataset = Get-PowerBIDataset -WorkspaceId $workspace.Id | where-Object Name -eq $datasetName

$workspaceld = $workspace.Id
$datasetId = $dataset.Id

write-Host "The ID for $workspaceName is $workspacexd"
wWrite-Host "The ID for $datasetName is $datasetIid"
2. Test the script.
a) Press the {F5} key to execute the PowerShell code in Exercise05.ps1 and login when prompted.
b) When the script runs it should display the GUIDs of the workspace and dataset in the console window.

| Exercise0s.ps1 x
Connect-PowerBIServiceAccount | out-Null

SworkspaceName = "Dev Camp Labs"
$datasetName = "COVID-US"

$workspace = Get-PowerBIWorkspace -Name $newworkspaceName
fdataset = Get-PowerBIDataset -WorkspaceId Sworkspace.Id | where-object Name -eq SdatasetName

$workspaceId = $workspace.Id
$datasetId = $dataset.Id

Write-Host
Write-Host "The ID for $workspaceName is $workspaceId"
Write-Host "The ID for $datasetName is $datasetId"

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise05.psl

The ID for Dev Camp Labs is ad00Oa3be-da20-4cll-af06-1af96abb57c6
The ID for COVID-US is 456bfe55-ae87-4911-9e0a-c6071ffa27d3

PS C:\DevCamp\Scripts>
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3. Add the PowerShell code to enumerate through the datasource behind the COVID-US dataset.
a) In Exercise05.ps1, delete the 2 lines of code that appear at the end that call Write-Host.
b) Add the following code to the bottom of Exercise05.ps1.

$datasources = Get-PowerBIDatasource -WorkspaceId $workspaceld -DatasetId $datasetId
foreach($datasource in $datasources) {
$datasource | select *
c) At this point, the contents of Exercise05.ps1 should match the following code listing.
wWrite-Host
connect-PowerBIServiceAccount | out-Null

$workspaceName = "Dev Camp Labs"
$datasetName = "coviD-us"

$workspace = Get-PowerBIWorkspace -Name $workspaceName
$dataset = Get-PowerBIDataset -WorkspaceId $workspace.Id | where-Object Name -eq $datasetName

$workspaceId = $workspace.Id
$datasetId = $dataset.Id

$datasources = Get-PowerBIDatasource -WorkspaceId $workspaceIld -DatasetId $datasetId

foreach($datasource in $datasources) {
$datasource | select *
1

4. Test the script.
a) Press the {F5} key to execute the PowerShell code in Exercise05.ps1 and login when prompted.
b) When the script runs it should display the properties of the two datasources associated with the COVID-US dataset.

Connect-PowerBIServiceAccount | Out-Null

SworkspaceName = "Dev Camp Labs"
$datasetName = "COVID-US"

Sworkspace = Get-PowerBIworkspace -Name SnewWorkspaceName
$dataset = Get-PowerBIDataset -WorkspaceId Sworkspace.Id | Where-Object Name -eq f$datasetName

$workspaceTld = $workspace.Td
$datasetId = $dataset.Id

$datasources = Get-PowerBIDatasource -WorkspaceTld $workspaceTd -DatasetTd $datasetTd
-jforeach($datasource in $datasources) {

$datasource | select *

}

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise05.psl

Name

Connectionstring

DatasourceType : AzureBlobs

ConnectionDetails : Microsoft.PowerBI.Common.Api.Shared.DatasourceConnectionDetails
GatewayId : b9573f43-7b99-4ele-886d-cc4243407485

DatasourceId : 43ad9792-ceae-4e44-8c91-a3efb0443856

Name

ConnectionString

DatasourceType : AzureBlobs

ConnectionDetails : Microsoft.PowerBI.Common.Api.Shared.DatasourceConnectionDetails
GatewayId : b9573f43-7b99-4ele-886d-cc4243407485

DatasourceId : 0fle64af-0f17-47ec-9d8e-ebcb88cc4758

Note that for each datasource, there is a Datasourceld and a Gatewayld. This can be confusing at first when you learn that all
datasources have a Gatewayld even in cases when there is no Power Bl Data Gateway involved. As you will see, the Gatewayld is
important because you must determine its value in order to parse together the REST URL used to patch the datasource credentials.
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5. Add code to patch the datasource credentials using anonymous access.
a) At this point, the foreach loop at the bottom of Exercise05.ps1 looks like this.

foreach($datasource in $datasources) {
$datasource | select *

b) Update the foreach loop with the following code.
foreach($datasource in $datasources) {

# parse together REST URL to reference datasource to be patched
$gatewayld = $datasource.gatewayId

$datasourceid = $datasource.datasourceId

$datasourepratchurl = "gateways/$gatewayId/datasources/$datasourceid"

write-Host "Patching credentials for $datasourcerd"

# create HTTP request body to patch datasource credentials
$patchBody = @{
"credentialDetails" = @{
"credentials" = "{""credentialData"":""""}"
"credentialType" = "Anonymous"
"encryptedConnection”" = “NotEncrypted"
"encryptionAlgorithm" = "None"
"privacyLevel" = "Public"
1
3

# convert body contents to JSON
$patchBodyJson = ConvertTo-Json -InputObject $patchBody -Depth 6 -Compress

# execute PATCH operation to set datasource credentials
Invoke-PowerBIRestMethod -Method Patch -url $datasourePatchurl -Body $patchBodyJson

Now that your code has patched the datasource credentials, you will be able to execute the code to start a refresh on the dataset.

6. Add code to refresh the dataset.
a) Add the following code to the bottom of Exercise05.ps1 after the end of the foreach loop.

# parse REST URL for dataset refresh
$datasetRefreshurl = "groups/$workspaceId/datasets/$datasetId/refreshes"

write-Host "Starting refresh operation"

# execute POST to begin dataset refresh
Invoke-PowerBIRestMethod -Method Post -Url $datasetRefreshurl -warningAction Ignore
7. Test the script.
a) Press the {F5} key to execute the PowerShell code in Exercise05.ps1 and login when prompted.
b) When the script runs it indicate that it patched credentials for both datasources and started a refresh operation..

# parse REST URL for dataset refresh
SdatasetRefreshurl = "groups/$workspaceId/datasets/SdatasetId/refreshes"”

Write-Host "Sstarting refresh operation”

# execute POST to begin dataset refresh
Invoke-PowerBIRestMethod -Method Post -Url %datasetRefreshur]l -WarningAction Tgnore

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise05.psl

Patching credentials for 43ad9792-ceae-4e44-8c91-a3efb0443856
Patching credentials for 0fle64af-0f17-47ec-9d8e-ebch88cc4758

Starting refresh operation
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8. Inspect the COVID-US report to ensure the underlying dataset has been refresh with the latest data.
a) Inthe browser, return to the Power Bl Service and open the COVID-US report.
b) Verify that the latest date in the slicer now shows a more recent date than the original date of 8/17/2020.

Confirmed Cases 1/22/2020  9/21/2020 @
——

Microsoft updates the data behind the COVID-US report on a daily basis. After a refresh, the COVID-US report should display data
results through yesterday or the day before that.

Exercise 6: Write a Script to Update Dataset Parameters

In this exercise, you will begin by uploading a new PBIX file and patching datasource credentials for a SQL Server datasource. After
that, you will write PowerShell code to update dataset parameters before triggering a dataset refresh.

1. Create a new PowerShell script named Exercise06.ps1.
a) Return to the Windows PowerShell ISE and create a new PowerShell script,
b) Save the new PowerShell script as Exercise06.ps1 using the following path.

C:\DevCamp\Scripts\Exercise06.psl
c) Copy and paste the following code to provide a starting point for Exercise06.ps1.
write-Host
Connect-PowerBIServiceAccount | Out-Null
$workspaceName = "Dev Camp Labs"
$workspace = Get-PowerBIwWorkspace -Name $workspaceName
$pbixFilePath = "$PSScriptRoot\SalesByState.pbix"
$importName = "Sales Report for california"

$import = New-PowerBIReport -Path $pbixFilePath -workspaceIld $workspace.id °
-Name $importName -ConflictAction CreateOroverwrite

# get object for new dataset
$dataset = Get-PowerBIDataset -WorkspaceId $workspace.Id | where-Object Name -eq $import.Name

$workspaceId = $workspace.Id
$datasetid = $dataset.Id
d) Press the {F5} key to execute the PowerShell code in Exercise06.ps1 and login when prompted.

e) After the script runs, return the Dev Camp Labs workspace in the browser and verify that there is a new report and dataset
named Sales Report for California.

Al Content  Datasets + dataflows

Note the call to New-PowerBIReport in this script uses the optional -Name parameter. The -Name parameter makes it possible to
give the new dataset and the new report a name that is different from the imported PBIX file name.
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f) Open the new report named Sales Report for California to see what it looks like.

Power Bl Dev Camp Labs

The PBIX file named SalesByState.pbix contains a dataset parameter named State which is used to filter which customers are
imported during a data refresh operation. If you are curious, you can open SalesByState.pbix in Power Bl Desktop to see a query
defined using a filter defined by a dataset parameter.

2. Add the PowerShell code to patch SQL datasource credentials.
a) Move to the bottom of Exercise06.ps1 and add the following PowerShell code to patch the SQL datasource credentials.

foreach($datasource in $datasources) {

}

$gatewayld = $datasource.gatewayId
$datasourceld = $datasource.datasourceId
$datasourepratchurl = "gateways/$gatewayId/datasources/$datasourceid"

write-Host "Patching credentials for $datasourcerid"

# add credentials for SQL datasource
$sqluserName = "cptstudent”

$sqluserPassword = "pass@wordl"

# create HTTP request body to patch datasource credentials

$userNamedson = "{""name"":""username"",""value"":""$sqlUserName""}"
$passwordison = "{""name"":""password"",""value"":""$sqluserPassword""}"

$patchBody = @{
"credentialDetails" = @{

"credentials" = "{""credentialData"":[ $userNamelson, $passwordison ]}"
"credentialType" = "Basic"

"encryptedConnection”" = “NotEncrypted"

"encryptionAlgorithm" = "None"

"privacyLevel" = "Organizational™

}
}

# convert body contents to JSON
$patchBodyJson = ConvertTo-Json -InputObject $patchBody -Depth 6 -Compress

# execute PATCH operation to set datasource credentials
Invoke-PowerBIRestMethod -Method Patch -Url $datasourePatchurl -Body $patchBodylson

3. Add code to refresh the imported dataset
a) Move to the end of Exercise06.ps1 after the foreach loop and add the following code to trigger a dataset refresh.

# parse REST URL for dataset refresh
$datasetRefreshurl = "groups/$workspaceId/datasets/$datasetId/refreshes"

write-Host "Starting refresh operation"

# execute POST to begin dataset refresh
Invoke-PowerBIRestMethod -Method Post -Url $datasetRefreshurl -warningAction Ignore
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4. Test your work by running the script.

a)
b)

Press the {F5} key to execute the PowerShell code in Exercise06.ps1 and login when prompted.
The script should run without any error and print out message to the console as shown below.

# parse REST URL for dataset refresh
$datasetRefreshurl = "groups/$workspaceld/datasets/$datasetId/refreshes"

Write-Host "Starting refresh operation"”

# execute POST to begin dataset refresh
Invoke-PowerBIRestMethod -Method Post -Url SdatasetRefreshurl -warningAction Ignore

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise06.psl

Patching credentials for 1bd6c460-c653-4e3e-a7b0-9409f0ec815b

Starting refresh operation

The final work you will do in this exercise is to update the value of the State parameter. This will make it possible to import several
different datasets and reports from SalesByState.pbix and parameterized them to show different reports for individual states

5. Add code to update the State parameter to a different state.

a)

b)

<)

d)

e)

Look inside Exercise06.ps1 and locate the following line of code.
$importName = "Sales Report for california"
Update text for the $importName variable for Florida instead of California.
$importName = "Sales Report for Florida"
After the $importName variable, add another variable named $parameterValueState and set its value of FL.

$importName = "Sales Report for Florida"
$parametervaluestate = "FL"

Move down in Exercise06.ps1, locate the following lines of code and then place your cursor just below them to add new code.

$workspaceld = $workspace.Id
$datasetId = $dataset.Id

Once you have placed your cursor, copy and paste the following code to update the State parameter.

# create REST URL to update State parameter for newly-imported dataset
$datasetParametersurl = "groups/$workspaceld/datasets/$datasetid/Default.UpdateParameters"

# parse together JSON for POST body to update dataset parameters
$postBody = "{updateDetails:[{name:'State', newvalue:'$parametervaluestate'}]}"

# invoke POST operation to update dataset parameters
Invoke-PowerBIRestMethod -Url:$datasetParametersurl -Method:Post -Body:$postBody
-contentType: "application/json'

You are now finished writing the logic for Exercise06.ps1. If you'd like to copy and paste the final solution for this script all at once,
you can copy and paste the code from Exercise06-Final.ps1 in the Solution folder.

6. Test your work.

a)
b)

Press the {F5} key to execute the PowerShell code in Exercise06.ps1 and login when prompted.
Return to the Dev Camp Labs workspace and verify you can see a new report named Sales Report for Florida.

@

Camp Labs

u Sales Report for California Report Dev

Sales Report for California Dataset Dev Camp Labs
u Sales Report for Florida @ Report Dev Camp Labs
Sales Report for Florida Dataset Dev Camp Labs
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c) Open the report named Sales Report for Florida and verify it shows data for Florida.

Sales Report for Florida

Givie
2 - Jac e

st ng{,sz;L.v: .
LORIDA
@ \
.g‘ e Port 5t Lucie
- 2 Edn!am ’. 1 Beach
Total 2,042
Fort Lagderdal
.U or L‘ea e
H

You have now used SalesByState.pbix to create a report for California and a report for Florida. You will now modify Exercise06.ps1
one more time to illustrate how a PBIX file with dataset parameters can be used to deploy multiple reports.

d) Return to Exercise06.pbix and locate the following lines of code.

$importName = "Sales Report for Florida"
$parametervaluestate = "FL"

e) Update these two lines as shown below to generate a third report for the state of Texas.

$importName = "Ssales Report for Texas™
$parametervaluestate = "TX"

f) Press the {F5} key to execute the PowerShell code in Exercise06.ps1 and login when prompted.
g) Return to the Dev Camp Labs workspace and verify you can see and open the new report named Sales Report for Texas.

Sales Report for Texas

OKLAHOMA

Y Oklahoma City |
Amarillo, TX 45 Albuguerque e tile F Meérr
Arfington, TX ARKANSAS

Total 2368 INEW MEXICO

Ciudad e 2 2 1 <

Tucson J'; ”
[ TEXAS
‘ d LOUISIANA
Ny Sea Rim NewO
Wacuna N State Park Lakes
: Sal hio

Hermosillo

Chihuahua

You are now finished with Exercise 6 and you have learned how parameterized datasets can provide flexibility at deployment time.
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Exercise 7: Run Get-PowerBlWorkspace at Organization Scope

In this exercise, you will run PowerShell cmdlet for Power Bl at Organization scope to automate tenant-level administrative tasks. Note
that your user account requires Global tenant admin permissions or Power Bl Service admin permissions to complete this exercise.

1. Create a new PowerShell script named Exercise07.ps1.

a)
b)

c)

d)

e)

f)

9)
h)

Return to the Windows PowerShell ISE and create a new PowerShell script,
Save the new PowerShell script as Exercise07.ps1 using the following path.

C:\DevCamp\Scripts\Exercise07.psl
Add the following line of code as the starting point for Exercise07.ps1.
connect-PowerBIServiceAccount | out-Null
Add a call Get-PowerBIWorkspace with the -Scope parameter set to Organization.
Get-PowerBIWorkspace -Scope Organization
Modify the call to Get-PowerBIWorkspace by adding a -Filter parameter to filter out workspace that have been deleted.
Get-PowerBIWorkspace -Scope Organization -Filter "state eq 'Active'"
Use pipelining to send the output of Get-PowerBIWorkspace to Format-Table showing the Name, Type and Id columns.

Get-PowerBIWorkspace -Scope Organization -Filter "state eq 'Active'" | Format-Table Name, Type, Id

Press the {F5} key to execute the PowerShell code in Exercise06.ps1 and login when prompted.
When the script runs, it should display all the active workspace in your tenant

| Exercise07.ps1 X

Connect-PowerBIServiceAccount | Out-Null

Get-PowerBIWorkspace -Scope Organization -Filter "state eq 'Active'" | Format-Table Name, Type, Id

PS C:\DevCamp\Scripts> C:\DevCamp\Scripts\Exercise07.psl

wingtip sales workspace 0950d469-e8f4-4470-91e6-e9a153167031

Dev Camp Labs wWorkspace ad00a3be-da20-4cl11-af06-1af96abb57c6
PersonalWorkspace Stu PersonalGroup 90c1b205-d5d2-4623-9dde-a55221667acb
PowerBIAdminGroupDisplayName Group c43c3585-2ad9-4177-87bT-8958b7bffeab
Personalworkspace James PersonalGroup 572cae3a-7ca2-4b22-90d7-0e1db7542623

Note that workspace objects returned by Get-PowerBIWorkspace will contain additional property when you execute this cmdlet at
organization scope. Each workspace object in this example has a Type property that tells you whether the workspace is an V2
workspace, a V1 workspace or a personal workspace. V2 workspaces has a Type of Workspace, V1 workspaces have a Type of
Group and personal workspaces have a Type of PersonalGroup.

2. Generate a workspace inventory report which includes a list of workspace users, datasets and reports.

a)

Delete all the existing code in Excersie07.ps1 and replace it with the code in the following code listing.
write-Host

Connect-PowerBIServiceAccount | out-Null

$workspaceName = "Dev Camp Labs"

$workspace = Get-PowerBIWorkspace -Name $workspaceName -Scope Organization -Include A1l
$workspaceId = $workspace.Id

$outputFile = "$PSScriptRoot/wWorkspaceReport.txt"
"Inventory Report for $workspaceName ($workspaceId)" | out-File $outputFile

notepad.exe $outputFile
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b) Press the {F5} key to execute the PowerShell code in Exercise07.ps1 and login when prompted.
¢) When the script runs, it should create and open a text file named WorkspaceReport.txt.

Bxercise07.ps1 X
write-tost

Connect-pomersIserviceaccount | out-null

"Dev Camp Labs”

Workspa

porLaxt - Notepad

Fle Edit Formst View Help
Inventory Report for Dev Camp Labs (ad@@azbe-da2e-4c1l1-afos-1afocabbs7ce)|

d) Place your cursor in Exercise07.ps1 just above the line that calls notepad.exe $outputFile.
e) Add the following code to write out a list of workspace users.
"“n- users:" | out-File $outputFile -Append

foreach($user in $workspace.Users){

$userId = $user.Identifier

$userAccessRight = $user.AccessRight

" - $userId ($userAccessRight)" | out-File $outputFile -Append
1

f)  Move down and add the following code to write out a list of datasets.
"“n- Datasets:" | out-File $outputFile -Append

foreach($dataset in $workspace.Datasets){

$dataset | select *

$datasetName = $dataset.Name

$datasetid = $dataset.Id

$ConfiguredBy = $dataset.cConfiguredBy

$ContentProviderType = $dataset.ContentProviderType

" - $datasetName ($datasetId) - $ContentProviderType - Configured by $ConfiguredBy " | Out-File
$outputFile -Append

g) Move down and add the following code to write out a list of reports.
"“n- Reports:" | out-File $outputFile -Append

foreach($report in $workspace.Reports){

$reportName = $report.Name

$reportId = $report.Id

$datasetId = $report.DatasetId

" - $reportName (ReportId:$reportId - DatasetId:$datasetId) " | out-File $outputFile -Append
1

h) Press the {F5} key to execute the PowerShell code in Exercise07.ps1 and login when prompted.
i) The script should now create WorkspaceReport.txt with a list of workspace users, datasets and reports.

Exercise7.ps1 X
write-Host

Connect erviceAccount | Out-Null

e -Scope Organization -Include A1l

out-File Soutputfile

e Edit Format View Help
nventory Report for Dev Camp Labs (ad@@a3be-da20-4c11-af06-1afoeabbs7ce 827eebif-ecal-aebd-a

- Users:
- student@pbideve92a.onmicrosoft.com (Admin)
JamesB@pbideve924.onmicrosoft.com (Contributor)

Datasets:

COVID-US (456bfe55-ae87-4911-9e@a-c6071ffa27d3) PbixInImportMode Configured by studer]
- Sales Report for California (9df1c53b-871-4c64-9ab3-c12049fd10bb) - PbixInImportMode
- Sales Report for Florida (bcdeas2a-eb d-8b3 ) - bl rtMode - Con
- Sales Report for Texas (176a6305-791c-4729-af89-4ad731a30107) - PbixInlmportMode - Confi

- Reports:
- COVID-US (ReportId:73acfb75-013f-42e6-b90d-fe13f27188bc - Dataset1d:456bfess-aes7-4911-9
sales Report for California (ReportId:6dsaeeda-4933-4f55-839-28f13dades6f - Datasetld:o
sales Report for Florida (ReportId:675897c5-5057-479e-b112-d1df60013c8e - DatasetId:bcde:
sales Report for Texas (Reportld:b24f875d-8e13-4887-as35-b26fbdalebb3 - DatasetId:176a63

In addition to workspace users, datasets and reports, using calling Get-PowerBIWorkspace at Organization scope with the -Include

parameter set to All will also provide a similar list of dashboard and dataflows.
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Exercise 8: Write a Script that Exports Power Bl Activity Events

In the final exercise you will write a script that exports event activity from the Power Bl activity log. Just as with Exercise07, this
exercise requires that your user account has either Global tenant admin permissions or Power Bl Service admin permissions.

1. Create a new PowerShell script named Exercise08.ps1.
a) Return to the Windows PowerShell ISE and create a new PowerShell script,
b) Save the new PowerShell script as Exercise08.ps1 using the following path.

C:\DevCamp\Scripts\Exercise08.psl
¢) Add the following code to provide a starting point for Exercise08.ps1.

Clear-Host
write-Host

connect-PowerBIServiceAccount | out-Null

d) Move down below in Exercise08.ps1 and add the following code to create a PowerShell function named ExportDailyActivity.
function ExportDailyActivity($date) {

$start = (Get-Date -Date ($date) -Format yyyy-MM-ddTHH:mm:ss)
$end = (Get-Date -Date ((($date).AddDays(1l)).AddSeconds(-1)) -Format yyyy-MM-ddTHH:mm:ss)

New-Item -ItemType Directory -Force -Path "$PSScriptRoot/logs" | Out-Null

$datestring

(Get-Date -Date ($date) -Format yyyy-MM-dd)
$outputFile

"$PSscriptRoot/Togs/ActivityEventsLog-$datestring.csv"

write-Host "Getting actvities for $datestring"
$events = Get-PowerBIActivityEvent -StartDateTime $start -EndDateTime $end ~
-ResultType Jsonstring | ConvertFrom-Json

if($events){

write-Host " - Exporting events to $outputFile"

$events | Export-Csv -Path $outputFile -NoTypeInformation
else {

write-Host " - There was no activity on $dateString"

}

e) Move down in Exercise08.ps1 below the ExportDailyActivity function and add the following code.

$DaysBack = 3
$paterRange = $DaysBack..0

foreach($dayoffset in $DateRange) {
$day = (((Get-Date).Date).AddDays(-$dayoffset))
ExportDailyActivity $day

2. Test your work.
a) Press the {F5} key to execute the PowerShell code in Exercise07.ps1 and login when prompted.
b) The script calls Get-PowerBIActivityEvent for each day in the date range and exports a CSV file for any day with activities.

$DaysBack = 3
$DateRange = 5DaysBack..0

=Iforeach($dayOffset in $DateRange) {
$day = (({(Get-Date).Date).AddDays(-$day0ffset))
ExportDailyActivity Sday

Getting actvities for 2020-09-20
- There was no activity on 2
Getting actwviti

- There was

Getting actw

- Exporting
Getting actwviti

- Exporting events
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3.

Look at the log files with exported activity events.
a) Open the logs folder inside the Scripts folder at the path of C:\DevCamp\Scripts\logs.

b) You should see that a CSV file has been generated for each day that had one or more activity events.

€ o ov e

& < | logs

Share

s Quick access

87 ActivityEventsLog-2020-09-22.csv
@ OneDrive 87 ActivityEventsLog-2020-00-23.csv

View

» ThisPC » LocalDisk (C:) » DevCamp » Scripts » logs

Date medified

Type

Microsoft Excel Comma Separated Values File

Microsoft Excel Comma Separated Values File

Size

4KB
256 KB

c) Open on of these CSV files in Microsoft Excel to see what data is included with each logged activity event.

A B c D E F G H J
1]d RecordType CreationTime Operation Organizationld UserType Userkey Workload Userld Clientlp UserAgent
3 |44251123-9d41-4217-b3b4-59¢6c6163f5c 20 2020-03-23T10:30:287 CreateDataset 43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 20.37.156.243 MicrosoftPowerBIMgmt/1.0.867.0
5 |9fabcfds-7013-40fa-8086-e008fdcb23eb 20 2020-03-23T10:35:202 p d9-4177-8701-8958b7bffeat 0 Powerdl st 47.200,119.37 Mozilla/5.0 (Windows NT 10.0; Win64;
4 |7ba2e667-fcaf-dbel-516e-540e243dCTd8 20 2020-03-23T10:30:27Z Import ©433585-2a09-4177-87bf-8958b Tbffeat 0 B2CD Powerdl st m  20.37.156.243 MicrosoftPowerBIMgmt/1.0.867.0
5 |d343d12b-34c4-42ab-b592-19987b81860e 20 2020-03-23T10:30:287 CreateReport ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 B2CD Powerdl st m  20.37.156.243 MicrosoftPowerBIMgmt/1.0.867.0
6 |45707026-848¢-4b27-9d6c-1eesfabofaal 20 2020-03-23T11:38:547 ViewReport ©43¢3585-2ad9-4177-87bf-8958b Tbffeas 0 B2CD Powerdl st M 47.200.119.37 Mozilla/5.0 (Windows NT 10.0; Win64;
7 |f42431e3-2d9d-400f-aa92- 768322364321 20 2020-03-23T11:41:07Z CreateDataset ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 2041.4.229  MicrosoftPowerBIMgmt/1.0.867.0
8 |efaebses-afdc-4284-b375-fdab3ssal690 20 2020-03-23T11:38:30Z Import ©43¢3585-2ad9-4177-87bf-8958b 7bffeas 0 Powerdl st 2041.4.110 1.0.867.0
9 |357a6bce-d148-4826-acc-57946e 789735 a 77-87bf-8958b 7bffeat 0 B2CD PowerBl st m 20414110  MicrosoftPowerBIMgmt/1.0.867.0
10 |1bbbdadd-22ec-dact-52ee-3513ea5e1923 [ ir d9-4177-8701-8958b7bffeat 0 B2CD Powerdl st m 47.200.119.37 wakeRest/
11 |6cd6c829-debc-43dlb-9878-057b3951069 RefreshDataset ©43¢3585-2a09-4177-87bf-8958b Toffeas 0 B2CD Powerdl st m 47.200.119.37 MicrosoftPowerBIMgmt-InvokeRest/’
12 |€347cf75-f0ad-409e- bafd-a375548382e5 CreateDataset 43c3585-2ad9-4177-87bf-8958b Tbffeat 0 Powerdl st 2041.4.110  MicrosoftPowerBIMgmt/1.0.867.0
13 |00424288-9b63-4cSc-8bd 7-229688c28ech DeleteDataset ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 47.200.119.37 Mozilla/5.0 (Windows NT 10.0; Win64;
14 |53ad2b8c-coef-4aa7-91a7-400385098210 p d9-4177-8701-8958b7bffeat 0 Powerdl st 47.200,119.37 Mozilla/5.0 (Windows NT 10.0; Win64;
15 |d6628be5-f908-413e-b908-1a528376229b 1 i d9-4177-87bf-8958bTbffeat 0 B2CD PowerBl st m 47.200.119.37 MicrosoftPowerBIMgmt-InvokeRest/’
16 |933213c4-affc-41a9-8424-b984e13082f7 CreateReport ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 B2CD Powerdl st m 20.41.4.229  MicrosoftPowerBIMgmt/1.0.867.0
17 |5f80728e-91d7-4ed8-2674-37169a701 7 Import ©43¢3585-2ad9-4177-87bf-8958b Tbffeas 0 B2CD Powerdl st ™ 20.41.4.229 1.0867.0
18 |4803897a-7f97-420-96ef-dfBf6eads b7 EditDataset 43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 2041.4.230  MicrosoftPowerBIMgmt/1.0.867.0
12 |07e7e0eb-dc3a-4a28- 8b0d-a46d00375 b5 Import ©43¢3585-2ad9-4177-87bf-8958b 7bffeas 0 Powerdl st 2041.4.110 1.0.867.0
20 | fbfSe2be-cfos-4045-bdcf-dad2357asbed Import ©433585-2a09-4177-87bf-8958b Tbffeat 0 B2CD PowerBl st m 20.414.227  MicrosoftPowerBIMgmt/1.0.867.0
21 |05355290-6f25-4050-9051-22624e206¢63 EditDataset d9-4177-8701-8958b7bffeat 0 B2CD Powerdl st m 20.414.227  MicrosoftPowerBIMgmt/1.0.867.0
22 |50a7723f-6526-4653-D98d-8079bfc0481 UpdateDatasource ©43¢3585-2a09-4177-87bf-8958b Toffeas 0 B2CD Powerdl st m 47.200.119.37 MicrosoftPowerBIMgmt-InvokeRest/’
23 |a4dsffe7-346e-4162-92d7-6fdd052eb069 20 2020-03-2371: EditDataset 43c3585-2ad9-4177-87bf-8958b Tbffeat 0 Powerdl st 2041.4.228  MicrosoftPowerBIMgmt/1.0.867.0
24 |a6d69574-137e-4162-bfbb-52be2d7f6670 20 2020-03-23T4: UpdateDatasource ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 47.200.115.37 MicrosoftPowerBIMgmt-InvakeRest/!
25 |a5976432-b5ae-44db- 8551-016d07d 1097 20 2020-03-23T13: Import 04363585-2ad3-4177-87bf-8958b Tbffeat 0 Powerdl st 20414230 MicrosoftPowerBIMgmt/1.0.867.0
26 |el4c2ead-alcd-48e8-af14-ascaee09dT8e 20 2020-03-2371: EditDataset ©433585-2a09-4177-87bf-8958b Tbffeat 0 B2CD PowerBl st m 20.414.110 1.0.867.0
27 |24f00854-413c-40ac-875f-2144188fd7d 20 2020-03-23T13:56:30Z Import ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 B2CD Powerdl st m 20.41.4.228  MicrosoftPowerBIMgmt/1.0.867.0
28 |bffob043-5c20-48d3-5230-¢5042bFa6583 20 2020-03-23T1¢ ViewReport ©43¢3585-2ad9-4177-87bf-8958b Tbffeas 0 B2CD Powerdl st M 47.200.119.37 Mozilla/5.0 (Windows NT 10.0; Win64;
29 |ed95f241-7b5b-4bba-8a0b-f1371098c0d 20 2020-03-23T1¢ EditDataset 43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 2041.4.230  MicrosoftPowerBIMgmt/1.0.867.0
30 |02bds3ad-1914-42f3-8562-ec60al06ae 1 20 2020-03-23T16:51:08Z Import ©43¢3585-2ad9-4177-87bf-8958b 7bffeas 0 Powerdl st 20414230 MicrosoftPowerBIMgmt/1.0.867.0
31 |770ee27e-02f1-4538-a6f-df6d0da33113 20 2020-03-2371; EditDataset ©433585-2a09-4177-87bf-8958b Tbffeat 0 B2CD PowerBl st m 20.414.230  MicrosoftPowerBIMgmt/1.0.867.0
32 |5bc18b29-5009-43fc-b348-6935005410ed 20 2020-03-23T1; CreateDataset d9-4177-8701-8958b7bffeat 0 B2CD Powerdl st m 20.414.228  MicrosoftPowerBIMgmt/1.0.867.0
33 |cfddc60-2d66-4856-b94a-ddc8aafaafay 20 2020-09-2371; UpdateDatasource ©43¢3585-2a09-4177-87bf-8958b Toffeas 0 B2CD Powerdl st m 47.200.119.37 MicrosoftPowerBIMgmt-InvokeRest/’
34 | dBclab662-000¢-473f-b291-9¢ 2122560897 20 2020-09-2371; ViewReport ©43¢3585-2ad9-4177-87bf-8958b Tbffeas 0 B2CD Powerdl st M 47.200.119.37 Mozilla/5.0 (Windows NT 10.0; Win64;
35 |da5c185b-8088-4c34-b038-84 771613993 20 2020-03-23T17:01:127 RefreshDataset ©43c3585-2ad9-4177-87bf-8958b Tbffeat 0 PowerBl st 47.200.119.37 Mi
36 |6h29621-9a6h. halsbels1ifo 20 2020-09-23T17:15:137 19-4177-R7hf-8358h Thffean 010032000F412R2CD_PawerRl st 20.41.4.298 .0.867.0

Creating a Power Bl Desktop project that analyzes and visually depicts this user activity has been left as an exercise for the reader.

Congratulations. You have now completed this hands-on lab.
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