Chapter 2

Software Engineering Processes

In order for softvare to be consistently well engineered, itgdlgoment must be conducted in an orderly
process. lis sometimes possible for a small software product to bedated without a well-defined
process. Hwever, for a software project of grsubstantial size, wolving more than a f@ people, a
good process is essential. The process can beedi@as a road map by which the project participants
understand where tha@re going and he they are going to get there.

There is general agreement among saferengineers on the major steps of a software process. Figure 1

is a graphical depiction of these steps. As discussed in Chapter 1, the first three steps in the process dia-
gram coincide with the basic steps of the problem solving process,vas shdable 4. The fourth step

in the process is the postwdpment phase, where the product is deployed to its users, maintained as
necessarend enhanced to meetalving requirements.

The first two geps of the process are often referred to, resghctias he "what and how" of softare
development. Thé'Analyze and Specify " step definesvhatthe problem is to be sadd; the besign and
Implement " step entaildiowthe problem is solved.

Analyze and Specify
Software Requirements
Design and Implement
Software Product
Test that Product
Meets Requirements
Deploy, Maintain, and
Enhance the Product

Figure I Diagram of general software process steps.
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20 Chapter 2 Software Engineering Processes

Problem-Solving Phase  Softwae Process Step

Define the Problem Analyze and Specify Software Requirements
Solwe the Problem Design and Implement Software Product
Verify the Solution Test that Product Meets Requirements

Table 4: Correspondence between problem-solving and software processes.

While these steps are common in most definitions of software process, there are wide variatians in ho
process details are defined. The variations stem from the kind obsefbeing desloped and the people
doing the deelopment. Br example, the process forvéioping a well-understood business application
with a highly experienced team can be quite different from the procesgadpleg an &perimental arti-

ficial intelligence program with a group of academic researchers.

Among authors who write about sofive engineering processes, there is a good deal of variation in
process details. There is variation in terminoldmw processes are structured, and the emphasis placed
on different aspects of the process. This chapter will deByeplocess terminology and present a spe-
cific process that is generally applicable to a range of end-useasaftWhechapter will also discuss
alternatve gpproaches to defining software engineering processes.

Independent of technical details, there are general quality criteria that apply doaghprocessThese
criteria include the following:

1. Theprocess is suited to the peopledived in a project and the type of software beingeltgped.

2. All project participants clearly understand the process, or at minimum the part of the process in
which the are directly irvolved.

3. If possible, the process is defined based onxperience of engineers whoveaparticipated in
successful projects in the past, in an application domain similar to the project at hand.

4. Theprocess is subject to regularaeiation, so that adjustments can be made as necessary during a
project, and so the process can be imgitdor future projects.

As presented in this chaptevith neat graphs and tables, the softwaneld@ment process is intended to
appear quite orderlyln actual practice, the process can get me$3gvdoping software often wolves
people of drerse backgrounds, varying skills, and differing viewpoints on the product tovielouied.
Added to this are the facts that software projects candddng time to complete and cost a lot of mpne
Given these facts, software viopment can be quite challenging, and at times trying for those doing it.

Having a well-defined software process can help participants meet the challenges and minimize the trying
times. Havever, any software process must be conducted by people who are willing and abteko w
effectively with one another Effectve human communication is absolutely essential tg software
development project, whater specific technical process is employed.

2.1. General Concepts of Software Processes

Before defining the process followed in the book, some general process concepts are intfbuesed.

concepts will be useful in understanding the definition, as well as in the discussion of different approaches
to defining software processes.
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2.1.1. Process Terminology

The following terminology will be used in the presentation and discussion of this chapter:

« software processa herarchical collection oprocess stepsiierarchical means that a process step
can in turn hee sub-steps

* process stepone of the activities of a software process, f@ameple ‘Analyze and Specify Software
Requirements " is the first step in Figure 1 ; for clarity and consisjeotcdefinition, process steps are
named with verbs or verb phrases

* software artifact: a oftware work product produced by a process step; for example, a requirements
specification document is an aaiit produced by theahalyze and Specify " step; for clarity and con-
sisteng, process artifacts are named with nouns or noun phrases

* ordered stepa process step that is performed in a particular order in relation to other steps; the steps
shown in Figure 1 are ordered, as indicated by the arrows in the diagram

» pervasie dep: a process step that is performed continuously or gulegly-scheduled inteals
throughout the ordered process; feample, process steps to perform project management tasks are
pervasive, Snce management is a continuous ongoing activity

* process enactmenthe activity of performing a process; most process steps are enacted by people,
but some can be automated and enacted by a softwaelgment tool

* step preconditiona condition that must be true before a process step is enacted; for example, a pre-
condition for the Besign and Implement " step could be that the requirements specification is signed
off by the customer

* step postconditiona condition that is true after a process step is enacted; for example, a postcondi-
tion for the 'Design and Implement " step is that the implementation is complete and ready to be
tested for final delery.

In addition to these specific terms, there is certain general terminology that is used quite commonly in
software engineering textbooks and literature. In partictit@ terms "analyze", "specify”, "design”, and
"implement" appear nearly warsally. While the use of these terms is widespread, their definitions are
not alvays the same. In this book, these terms avenggpecific definitions in the conteof the process

that is defined later in this chaptefhis books definitions here are consistent with mainstream usage,

however the reader should bevare that specific definitions of these terms can vary among authors.

2.1.2. Process Structure

There are a variety ofays to depict a proces# typical graphical depiction uses a diagram withd®mox

and arrows, as shown in Figure 1. In this style of diagram, a process step is shown as a rounded box, and
the order of steps is depicted with the arrowed liff@scess sub-steps are typically shown with a box
expansion notationFor example, Figure 2 shows the expansion of thealyze and Specify " step. The

activities of the first sub-step include general aspects of requirements analysis, such as definénglithe o
problem, identifying personnel, and studying related produtk®e second sub-step defines functional
requirements for the way the software actualtykg, i.e., what functions it performs. The last sub-step
defines non-functional requirements, such as tmuch the product will cost to delop and hav long it

will take to cevdop. Thisexpansion is an\@r-simplification for nav, Snce there are more than three
sub-steps inAnalyze and Specify ". A complete process expansion is coming up a bit later in this chapter

A more compact process notation uses mostly text, with indentation and small icons to depict sub-step
expansion. Figur® shows a tetual version of the general process, with the first step partigbigreled,
and other steps urganded. Right-pointingirrovheads depict an unexpanded process sixpwn-
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Perform General
e Requirements
i Analysis

Define
Functional
Requirements

Analyze and Specify
Software Requirements

~ Define
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Figure 2 Expansion of theéA nalyze and SpecifyStep.

Analyze and Specify Software Requirements

Perform General Requirements Analysis
State Problem to be Solved
Identify People Involved
Analyze Operational Setting
Analyze Impacts
Identify Positive Impacts
Identify Negative Impacts

Analyze Related Systems

Analyze Feasibility
Define Functional Requirements
Define Non-Functional Requirements
Design and Implement Software Product
Test that Product Meets Requirements

Deploy, Maintain, and Enhance the Product
Figure 3 Texual process depiction.

pointing arrowheads depict a process step with its sub-stppaded immediately bedo A round lullet
depicts a process step that has no sub-steps.

Depending on the conte one or the other form of process depiction can be useful. When the emphasis
is on the flav of the process, the graphical depiction can be most usé&ukhow complete process
details, the textual depiction is generally more appropriate.

An important property of the x&ual depiction is that it can be considered unordered in terms of process
step enactment. In the graphical process depiction, the directed lines connote a specific ordering of steps
and sub-steps. The textual version can be considered more abstract, in that the top-to-bottom order of
steps does not necessarily depict the specific order in which steps are enacted.
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Given its abstractness, the textual depiction of a process can be consideraabothieal form Canonical

form is a mathematical term meaning the standard or most basic form of something, for which other
forms can gist. Inthe case of a software process, the canonical process form is the one most typically
followed. Theprocess canary from its canonical form in terms of the order in which the steps are fol-
lowed, and the number of times steps may be repeated.

Consider the three major sub-steps of udemityze and Specify in Figure 3. The normal order of these
steps is as listed in the figur@his means thatPerform General Requirements Analysis", is normally
performed beforeDefine Functional Requirements” and "Define Non-Functional Requirements”. How-

eve in some cases, it may be appropriate to analyze the non-functional requirements before the other
steps, or to iterate through all three of the stepsveralgpasses. The important point is that in abstract-

ing out a particular enactment ordiire textual process depiction allows the basic structure of the process

to be separated from the order of enactment.

2.1.3. Styles of Process Enactment

Once the steps of a software process are defingdcdhebe enacted in differentaws. Thethree general
forms of ordered enactment aequentigliterative, and parallel. These are illustrated in Figure 4 for the
three sub-steps of th@alyze and Specify step.

Sequential enactment means that the steps are performed one after the other in a strictly sequential order
A preceding step must be completed before the following sigipdeFor the three steps in Figure a, this
means that the general analysis is completed firstwietddoy functional requirements, followed by non-
functional requirements.

Perform General
Requirements
Analysis

Perform General
Requirements
Analysis

Define Perform General Define Define
Functional Requirements Functional Non-Functional
Requirements Analysis Requirements Requirements
Defin
Non-Functional
Requirements

b. lterative enactment

-
Y

Define
Functional
Requirements

(1 (tf
C U
(15
C

Define
Non-Functional
Requirements

C

b. Parallel enactment

a. Sequential enactment

Figure 4 Three styles of enactment.
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Iterative enactment follows an underlying sequential ordet allows a step to be only partially com-
pleted before the following step dies. Thenat the end of a sequence, the steps can be re-enacted to
complete some additionalork. Wheneach step is fully completed, the entire sequence is done. In Fig-
ure b, some initial work on general analysis can be completed, enough to start the function requirements
analysis. Aftersome functional requirements are don®rkvon the non-functional requirements can
begin. Thenthe three steps are repeated until each is complete.

Paallel enactment allows wvore more steps to be performed at the same time, independent of one
another When the work of each step is completed, the proceseson to he subsequent steps.

Which of these enactment styles to use is determined by the mutual dependencies among tha steps.
some projects, the determination may be made that a complete understanding of the general requirements
is necessary before the functional and non-functional requiremegits ba this case, a strictly sequen-

tial order is follaved. Inother projects, it may be determined that general requirements need only be par
tially understood initiallyin which case an in iterae ader is appropriate.

In this particular gample that deals with analysis, a purely parallel order is probably not appropriate,
since at least some understanding of the general requirements is necessary before functional and non-
functional requirements are analyzeddiven this, a hybrid process order can be empth such as shm

in Figure 5. In this hybrid style of enactment, a first pass at general analysis is performed. Then the func-
tional and non-functional analysis proceed in parallel. The process then iterates back to refine the general
requirements and then proceed with further functional and non-functional refinements.

The three styles of process enactment discussed so far apply to process steps that are performed in some
order relatie © one another A fourth kind of enactment igervasive A pervasie process step is per

formed continuously throughout the entire process, or at regularly scheduled points irAtigoed

example of perasive rocess steps are those related to project managewevell managed project will

have regqularly-scheduled meetings that occur on specific scheduled dates, independent of what specific
ordered step delopers may be conductinglThe steps of the process dealing with project supervision

occur essentially continuouslgs he supervisorswersee deeloper’s work, track progress, and ensure

Perform General
Requirements
Analysis
Define Define
Functional Non-Functional
Requirements Requirements

Figure 5 Hybrid process enactment.
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that the process is on schedule.

Testing is another part of the sotive process that can be considered to beapiev In some traditional

models of software process, testing is an ordered step that comes near the end, after the implementation is
complete. Therocess used in this book considers testing to be agaraep that is conducted atge-

larly schedule intervals, throughout all phases gEldgpment.

The people who makthe determination of a which style of enactment to use are those who define the
process in the first place. Process definers are generally senior technical and managérénhestaf
development team.These are the people who understand the type of software tosddeped and the
capabilities of the staftvho will develop it. The remaining sections of this chapter contain further discus-
sion on the rationale for choosing different styles of process enactment, as wefeesntdiverall
process structures.

2.2. Defining a Software Process

This book presents and folls a specific software process. The purpose of presenting a particular
process is three-fold:

a. todefine a process that is useful for a broad class of end-user software, including the example soft-
ware system presented in the book

b. to provide an oganizational frameork for presenting technical subject matter

c. togive a oncrete gample of process definition, that can be used for guidance in defining other
software processes

Defining a software process entails the folltg major tasks: defining the process steps, defining process
enactment, and defining the artifacts that the steps produce. Process steps and their enactment are defined
here in Chapter 2. The structure of software artifacts is presented in Chapter 3.

An important point to makat the outset is that this is "a" software process, not "the" process. There is in
fact no single process that is uenisally applicable to all softare. Theprocess employed in this book is
useful for a reasonably wide range of end-user produttsvever, this process, as grother, must be
adapted to suit the needs of a particulaeldgment team wrking on a particular projectA good way to
regard the process is as a represemgatxample of process definition. Further discussion of process
adaptation appears later in the chapter.

One of the most important things to say about sarwprocess is "use one thairks". Thismeans that
technical details of a process and its methodologies are often less importantwhaellhthe process

suits the project at handAbove dl, the process should be one the¢rgone thoroughly understands and

can be producte wsing. Theres no sense ling management dictate a process from on high that the
customers and technical dtafnnot lve with. Themanagement and technical leaders who define a soft-
ware process must understand well the people who will use it, and consult with them as necessary before,
during, and after the establishment of a procdssorder for all this to happen, the process must be
clearly defined, which is what this chapter is about.

The top-level steps of the book' process are shown in Figure 6. These steps are a refinement of the gen-
eral softvare process presented at the beginning of the chapter in Figure 1. The refined process has the
following enhancements compared to the more general one:

* the "Analyze and Specify" step has been broken down ird@dparate steps;
« similarly, the "Design and Implement" step has been broken irdadparate steps;
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Figure 6. Top-level steps of the process used in the book.

* step names ha keen shortened to single words for eamient reference;
* prototyping and deployment stepsrbdeen added, details of which are discussed shortly;

« testing has been made a @me gep of instead an ordered step following implementation; this sig-
nifies that testing will be carried out at regularly scheduled points throughout the process, not just
after the implementation is completed,;

 additional perasve geps hae keen added for the process activities that manage theaseftw
project, configure software artifacts, document the artifacts, and reuse existing artifacts.

From a problem solving perspeithe Analyze andSpecify steps ta&n together constitute the problem
definition phase; th®esign andImplement steps together comprise the problem solution phase.
new Prototype step is a "pre-solution”, where thevdepers rapidly produce a version of the product
with reduced functionality The purpose of the prototype is toéstigate ley product features before all

of the details are finishedhe Deploy step elgates the process from one of plain problem solving to one
that delvers a working product to the end users, once the implementation is completed.

The type of software for which the boekrocess is specifically suited can be characterized as medium-
scale information processing with a substantial end-useranterfThiscateyory of software ceers a sig-
nificant percentage of commerciallyadable and public domain software that people use. The major
characteristics of this type of software are the following:
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* a wbstantial end-user interface, with a reasonably wide range of interface elements; theeigerf
typically a GUI (graphical user interface)

 information processing functionality that requires the fulhg development techniques to be
employed:
o adwanced techniques for data modeling and data design, including interface to external and
remote databases

o adwvanced techniques for functional modeling and functional design, including distributed pro-
cessing, gent-based processing, exception handling

* a aifficiently large size and scope to require the following process activities:
o development by multi-person teams

o the use of techniques towaéop non-trivial requirements specification artifacts, includingdar
electronic documents and formal requirements models

o the use of non-wiial design and implementation techniques, including use of multiple design
patterns

othe use of non-trivial testing techniques
othe use of non-trivial project management, configuration control, and documentation practices

The process is suitable for thevdepment of software using general techniques of Computer Science.
The process is not @g&ted to software that requires sophisticated specialized techniques, such as artificial
intelligence or computer graphics. When knowledge in such fields is neces#atyle experts need to

be added to the delopment staff.

The process is not entirely suited to systems sofiwembedded software, highly experimental saoriéyw

or small-scale softare. Inthe case of systems and embedded soéwaspects of the process that focus
on human interface requirements are largely or wholly iraale Asexplained in the introduction, sys-
tems and embedded softwaresédittle or no requirements for human-computer interaction. There are
also technical details of systems and embedded atthat this process does not explicitly focus upon.
These include steps to analyze operating system and computerreargguirements that systems and
embedded software must meet.

Highly experimental software is characterized by an incomplete understanding of what tleeescftw
going to do before it isWlt. Given this characterization, it is dii€ult or impossible to hae a ull set of
requirements before implementation of experimental soévbgins. Theprocess of desloping experi-
mental softvare can be thought of as turning the ordered process in Figure 6 on its heagpéerimen-
tal process starts with an implementation, which entails writing pieces of prograimlit some sort of
experimental behaor. When part of a working implementation is completed, theldpers examine the
experimental behavior to see what requirements can emerge, so thapénenental behavior can be
refined and xpanded. Thidterative pocess continues until the \a#opers are satisfied with the pro-
gram’ behavior as implemented.

Very often, an gperimental program is poorly designed, in terms of design standards that software engi-
neers typically consider acceptable. Poor design care mgalogram difficult and xpensve o maintain.

In addition, experimental programs are often inefficient in termgeauéion speed, since little considera-

tion was g¥en to engineering techniques that produckogént programs.Given the deficiencies ofxper-

imental software, an experimentaivd®pment process can be folled by a traditional ordered process,

if the developers belige that the gperimental program forms a suitable basis for a production-quality
product. Thdadea is that thexg@erimental declopment leads to better understanding of product require-
ments in an experimental domain. This understanding can then be applied in a traditicioghunt
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process, where the requirements are more fully analyzed, a maintainable desiglopedeand an &f
cient implementation produced.

The other type of softare to which the boo&’process is not well suited is small-scale or medium-scale
software with the following characteristics:

 devdopment is conducted by one or a/fpeople

* the roles of usedomain expert, analyst, and implementor are filled by the same person or a small
number of persons

The deelopment of computer game software can be a good example of thg®ryatBor this type of
software, the declopers are very often avid users themeslv Thg fully understand the application
domain, and are able to transfer requirements ideas directly from their own imagination to a working pro-
gram. for this type of deelopment, the traditional processveced in this book may well beverkill.

Despite the unique characteristics of different types of software, there are certain aspects of she book’
process that are nearly uaisally applicable.For example, the use of design patterns and the definition

of program API are good practices for almost type of software, except for the most highkperimen-

tal. Aslater chapters of the bookva the process in detail, the issues of process applicability and adapt-
ability will be discussed further.

As noted earliersoftware engineers mustvedys strive for a process that is well-suited to theiveep-

ment team and software product. Process definers must continually adapt winat/éiearned in gen-

eral about processes to their specific projects at haodsoftware projects that are similar to the baok’
example, adapting the boakjrocess may only be a matter of changingvadetails. For other projects,
adapting the process mayahve major changes, such as adding or deleting steps, or changing the order
of the steps.

The way software process is presented and graglin this book is idealized. The presentation can be
likened to the way a mathematician presents a complicated proof. Often, the process of conducting the
proof is quite messywith ideas coming from all directions. When the proof is finally published, the
author lays things out in a nice neat oyderit can be clearly understoodn a similar mannethe author

of this book has laid the software process out in a nice neat agderfor the purpose of clearly under
standing it.

Software engineers must be keenlyage that applying a softave process in actual practice can indeed
get messy For this reason, those who/assee the project need to be flexible, and prepared t@ mak
adjustments to the process as a project is uraderiwne-tuning adjustments are almosvays necessary

in response to normal occurrence® lkheduling or staffing change#&ny major changes to a process
midstream in a project must be more carefully considered, and the managerhenisttate good judg-
ment when making such changdsever the less, all project participants must be be prepared to change
and adapt their process during the course of a project.

The net two sections of this chapter present arerwiew of the books oftware process, presenting all of
its steps but without delving into details. Chapter 3 presentsemiew of the artifacts produced by the
process. Chaptessand beyond then focus on process and artifact details in thextofitdne technical
discussion related all of the process steps. Chapter 25 includesig® of processveluation and
improvement, as well as details that further formalize the processummarythe process definition in
this chapter presents the "big picture”, with further process details appearing throughout the book.



2.2 Defininga Sftware Process 29

2.3. Ordered Process Steps

Figure 7 is a one-l@l expansion the ordered process steps. The ordered steps cawéde agea process

of successe refinement, from an initial idea through to a deployable software prottutiis sense, the
process is based on a divide and conquer giratdere the focus of each step is a particular aspect of the
overall development efort. At each step, the delopers hae the responsibility to focus on what is
important at that kel of refinement. Theaso have the freedom to ignore oryg aly limited consider
ation to what is important at othewéts of refinement.Table 5 summarizes the responsibilities and free-
doms for each top-el step of the ordered process.

The focus of thé\nalyze step is on user requirements. The needs of the user are the primary concern at
this level. Concernwith details of program design and implementation should be limited to what is feasi-
ble to implement.For projects that are on a particularly tighidget or time line, requirements analysts
may need to focus more on implementation feasibil§iso, it may be difficult to estimate implementa-

tion feasibility if the analysis team is inexperienced in the type of aoftlweing built or in the applica-

tion domain. In such cases, a more itemtibvdopment approach can be useful, as is discussed a bit
later in this chapter.

The focus of theSpecify step is on building a "real-world" software mod&eal-world in this contet
means that the model defines the parts of the software that are directiptredethe end usewithout
program implementation details.The distinction between a real-world model and program

Analyze Design
Perform General Requirements Analysis Design High-Level Architecture
Define Functional Requirements Apply Design Patterns
Define Non-Functional Requirements Refine Model and Process Design
Specify Refine User Interface Design

Specify Structural Model Formally Specify Design

Specify Behavioral Model Design for Non-Functional Requirements

Specify User Interface Model Apply Design Heuristics

Specify Non-Functional Requirements Define SCOs, Iterate Back as Necessary

Iterate Back to Analyze Step as Necessary Implement

Implement Data Design

Prototype . .
Implement Function Design

Refine Scenario Storyboards into Working Ul . .
Optimize Implementation

Sequence Ul Screens .
Iterate Back to Design Step as Necessary

Sensitize Ul Components i
Define SCOs, Iterate Back as Necessary

Write Prototype Scripts
. Deploy
Iterate Back to Preceding Steps as Necessary
Release Product
Track Defects
Define Enhancements

Iterate Back to Repair and Enhance

Figure 7. Ordered process steps expanded ovel.le
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Step Responsibilities Freedoms

Analyze Understand the human users and their| Ignore program design and implementa-
needs; define the human-computer-inter{ion details as much as possible.
face (HCI).

Specify Define a real-world software model, Ignore concrete implementation details;

specify the behavior of all usewk op- | ignore programming language details.
erations and user-visible objects.

Prototype Rapidly deelop the prototype. Ignore time-consuming software design
and implementation methods; ignore
program efficieng

Design Define the architectural genization of Assume that useryel requirements

the program; define the application pro- have been properly analyzed and speci-
grammer interface (API); work with the| fied, such that there will be a small num-
analysis team to address problems in théer requirements problems; ignore low-
requirements or specification. level details of program implementation.

Implement Implement the design as an efficient pro-Assume that the previous stepséda
gram; work with the analysis team on | been carried out properlsuch that there
problems in the requirements or specif|- will be a small number of higherve
cation; work with the design team on | problems that need to be addressed.
problems in the design.

Deploy Install and configure the program for | As an end usergnore internal details of
use; report problems to the maintenancethe program and hoit was deeloped,;
staff. as both maintainer and usessume that

the derelopers hae huilt a quality prod-
uct, such that there will bevieproblems
that need to be addressed.

Table 5: Responsibilities and freedoms of the ordered process steps.

implementation can be a subtle or@oncrete examples and discussion of this distinction appear in the
later chapters that er software modeling.

The focus of thePrototype step is bilding a partially operational program as rapidly as possiblee
purpose of the prototype is to help solidifyegone’s understanding of the requirementsor the users,

the prototype provides a concretewithat can help them focus on what the software will Bor the
developers, the prototype helps them explore concrete ideas for functionality and human-computer inter
face. Inbuilding the prototype, the delopers need to be free to emplahatever techniques support

very rapid results. This generally means ignoring important but time-consuming steps of design and
implementation that must be followed when building the full-scale, production-quality product.

The focus of théesign step is the werall architecture of the program, based on the results of the pre
ous steps of the processA high-level architecture defines lge-grain program units and the
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interconnection between the unita.lower-level architecture defines further details, down to thellef

the application program interface (APIThe designers do not to focus onvés-level implementation
details, such as concrete data structuring and the procedural implementation of program fuhilegons.
later chapters of the book on design discuss the differeais lef the design process, the specific defini-
tion of an API, and what constitutes design versus implementation detail.

The focus of themplement step is the algorithmic and data detail of an efficient program. The imple-
mentors assume that previous stepgehaéen conducted propeylgo here will be a small number or
problems that need to be addressed at the previoais While the implementation is undeaw In terms

of the original idea of a problem-solving process, the implementors are free to assume that the problem
has been well defined before yhenplement its solution.

The focus of thé®eploy step is to put the deloped product to use. This entails distribution, installation
and, as necessaryaintenance. Theaintenance may be carried out by a separate pedbgdeam, by

the original deelopers, or by some combination of theddsers and maintainers atilkhould hae the
freedom to assume that thevdepers hae uilt a quality product, that will wrk correctly and meet the
users’ needsSome will say that users v& nore than the freedom to assume qualityt theright to
assume it, particularly when theay for a software product. The issues of societal rights and responsi-
bilities related to software are addressed in a later chapter on software engineering ethies and la

Throughout the softare process, there can be a delicate balance between the freedoms and responsibili-
ties of the different process steps. Questions can arise in particular abwire@dhe decopers are to

emplogy a purely divide-and-conquer subdivision ofats. For example, hw thoroughly do the analysts

need to understand implementation issues in order to specify a product that is feasible to implement?
How well can the analysts define the HCI wheryttle not fully understand the difficulties of HCI imple-
mentation? Sucljuestions will be addressed continuously in the upcoming chapters of the book, as the
details of the process steps are further explored.

The preceding questions about software process are mechubistions that arise in other engineering
efforts. For example, building contractors regularly question the ability of architects to deslidinds
that can be constructed in affi@ént and cost-ééctive manner Civil engineers can question the archi-
tect’s ability to design a bilding that will stand up to external forces of natuFer their part, the archi-
tects vant the engineers and contractors to appreciate the architectural aesthetic of a buddiwben
that aesthetic may be difficult to implement.

When people confront difficulties in other engineerirforés, they do not abandon anverall divide-and-
conquer straty. Rather they recognize that the process mustetakto consideration the interaction
between the different #elopment steps to ensure that the final product is successtulty Boftware
engineers are by no means alone wirgito deal with the intricacies of a workablevelepment process.

2.3.1. Analyze

Figure 8 shows a full expansion of thealyze step. Thisstep starts by performing a general analysis of
user requirements. The initial sub-step is to intevvall participating stakholders. Afterthe initial
interviews, communication with affected stakeholders will be an ongoing activity.

In keeping with the werall problem-solving process, the next sub-step of general analysis is to state the
problem to be sokd. Thisresults in a succinct presentation of the specific problem(s) to be solved and
the needs to be met by the software.
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Analyze

Perform General Requirements Analysis
Interview Stakeholders
State Problem to be Solved
Identify Personnel
Analyze Operational Setting
Analyze Impacts
Identify Positive Impacts
Identify Negative Impacts

Analyze Related Systems
Identify Desirable Features
Identify Undesirable Features
Identify Missing Features
Build Feature Comparison Matrix

Analyze Feasibility
Survey Projected Users and Customers
Perform Customer Demographic Analysis
Perform Cost/Benefit/Risk Analysis
Perform Prototype Usage Studies

Define Functional Requirements
Interview Users
Define User Interface Storyboards
Identify Functional Categories and Hierarchy
Overview Full User Interface
Refine Storyboards into User Interface Components
Define User Interface Interaction Map

Define Requirements Scenarios
Describe User Action
Describe System Response
Refine Input Dialogs
Show Representative Input Values
Describe Inputs Fully
Further Refine Inputs as Necessary
lllustrate Alternative Input Values
Decompose Non-Atomic Interactions

Refine Output Displays
lllustrate Alternative Outputs
Describe Fully

Refine Non-Interactive Behavioral Details
Draw Diagrams or Other Appropriate Depictions
Describe User Actions
Describe Resulting Output or System Behavior
Define Non-Scenario Requirements
Add Background Information
Add Explanatory Information

Define Non-Functional Requirements
Define System-Related Non-Functional Requirements
Define Performance Requirements
Define Time Requirements
Define Space Requirements
Define Operational Environment Requirements
Define Hardware Platform
Define Software Platform
Define External Software Interoperability
Define Product Standards Requirements
Define General System Characteristics
Define Reliability Requirements
Define Robustness Requirements
Define Data Accuracy Requirements
Define Correctness Requirements
Define Security Requirements
Define Privacy Requirements
Define Safety Requirements
Define Portability Requirements
Define Madifiability/Extensibility Requirements
Define Simplicity Versus Power Requirements
Define Process-Related Non-Functional Requirements
Define Development Time
Define Development Cost
Define Software Life Cycle Constraints
Define System Delivery Requirements
Define Extent of Deliverables
Define Deliverable Formats
Define Installation Requirements
Define Developer Access to Installation
Define Phase-In Procedures
Define Process Standards Requirements
Define Reporting Requirements
Develop Marketing Plan
Determine Pricing
Determine Target Customer Base
Define Contractual and Other Legal Requirements
Define Personnel-Related Non-Functional Requirements
Define Requirements for Developers
Define Credentials Required
Define Applicable Licensing, Certification
Define Requirements for End Users
Define Skill Levels
Define Special Accessibility Needs
Define Training Requirements

Figure 8 The Analyze step fully expanded.
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Following the general problem statement, the analysts identify the persowsieedhwith the project.
These are all stakolders who will be participating in the project. The specific list of stakeholders can be
organized using the categories presented in Section 1.2 of the Introduction.

Analyzing the operational setting entails characterizing the human and computing environment in which
the software is to be used@he human environment is theganization who will use custom software, or

the general user community who will use an off-the-shelf prodlice discussion of the setting includes

how operations are conducted in the environment before and after theusoibanstalled. The folleing
guestions are addressed:

a. Whatcomputer-based support is in use prior to installation of thespgtem?

b. Does the n& system need to interface with existing software or is the existing aatio be
replaced entirely?

The impact analysis sub-step assesses the impacts of the software within its operational setting. Both pos-
itive impacts (e.g., increased produit}i, higher product sales) as well agyave impacts (e.g., job dis-
placement, potential getive legd i mpacts) are addressed.

The analysis of related soféne requires identification of existing software that provides functionality
similar or related to the functionality of the software being proposed. The following issues are addressed:

a. Whatis good about the related software, i.e., what features doegititzd should be included in
the system software being proposed.

b. What is bad about the related sddte, i.e., what features should not be included in the proposed
software, or what features should be included but done in a different or better way.

c. Whatis missing, i.e., what mefeatures should be included in the proposed software that are not
found in the related products.

If appropriate, related software can lwerwiewed in a feature comparison matrix. This is a table that lists
all of the features of the related software, for the purposes of side-by-side comparison.

Feasibility analysis addresses issues related to the user community and, if appropriate, the commercial
market for which the software is tgated. Somer all of the following sub-steps can be carried out;

a. suneys of projected users and customers, to determine their wants and needs

b. demographic analysis of customers, to determine the potential profitabletricaréin of-the-shelf
product

c. cost/benefit/riskanalysis to determine if the a profit can be made in the target market, and if the
risks associated with the project are outweighed by the benefits

d. prototypeusage studies, where potential customers use a system prototype to test their reactions
Chapter 4 of the book gers the general analysis step in complete detail.

Following general analysis, the next major analysis sub-steprigedeto functional requirementdhis
is typically the part of the analysis that consumes the most time and energy.

Functional requirements define the specific functions that the software performs, along with the data oper
ated on by the functiondn the process defined here, the primary form for presenting functional require-
ments is scenarios that depict an operational sofiveystem from the perspeetid its end users.
Included are one or more examples of all system features and an enumeration of all the specific require-
ments associated with these features.

When formulating the initial ideas for a product, analystsstseboardso work out the way a program
will appear to its end usersStoryboarding is a practice borrowed from the movie industhere a
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director sketches out the scenes of a movie before it is filmed. In a sinajpaveftware analyst
sketches out the user interface of a program before it is implemented.

Fdlowing the initial storyboarding, arverall functional hierarchis devdoped. Inconcrete terms, this is

the top-ledl user interface to the softwe. Incurrent practice, the topye Ul is very typically menu-

based, bt other forms are widely used, such as toolbars and control panels. As the functionalyhigrarch
developed, the initial sktched storyboards are refined into concrete user interface components, so that the
user can vie the requirements inxelicitly user-centered terms, namely through the interface that the
user will emplg to communicate with the software.

A Ul interaction map may be defined in this sub-step. An interaction map shows a thumbnail vie
each interaction screen. The thumbnails are connected with directed Hred describe the form of user
interaction that leads from one screen to the next.

The specific methodology presents scenarios wsitign/response sequence$he action is performed
by the userthe response is generated by the software system. éyjhgelps of the scenario process are
the following:

a. Describean action performed by the usauch as selecting a menu item or typing in some data
value.

b. Describe the the system response, such as displaying an informationvwinedding a value to
some data collection.

c. Whena g/stem response is a request for user input, illustrate a represestatof sample input
values, and define mescenarios around subsequent user actions.

d. Whena g/stem response is an output displdgscribe the output precisely and illustrate a repre-
sentatve ®t of alternatie autput forms, adding mescenarios for major output alternzes.

To establish a complete definition of all functional requirements, the interaction scenarios are augmented
with descriptions of the non-interagti s/stem behaor. Non-interactve behavior is computation per

formed by the system that generates no immediate interaeiponse, such as internal computation or
communicating with external programs.

To present a complete set of requirements, scenarios are augmented with additional content that is not in
the action/response styleThis portion of the requirements provides necessary background information
and other explanatory details to neake requirements completely clear to all readers.

All system behavior is defined strictly in udevel terms, neer in terms of an underlying program imple-
mentation. Theoveriding rule is "If a user sees it , define it", otherwise consider it an implementation
detail. Whatit means for a user to "see" a particular behavior or data value is that the user either sees it
explicitly in visual form, or is ware of it based on computation performed by the system. Chapter 5
describes the functional requirements process in full detail, augmented witltomanete examples.

The third sub-step of theénalyze is devoted to non-functional requirement¥hese requirements address
aspects of the system other than the specific functions it performs. Aspects include system performance,
costs, and such general system characteristics as reljadaitityrity, and portability The non-functional
requirements also address aspects of the systesiopiment process and operational personnel.

There are three major cgtwies of non-functional requirements, corresponding to the three sub-steps of
the non-functional process:

* system-related- these are non-functional requirements related to the a@ftitself, such as perfor
mance, operational environment requirements, product standards, and general system characteristics

* process-related- these are requirements for the softwaresd@ment process, including Wwdong
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it will take, hawv much it will cost, and other relant matters

 personnel-related- these are requirements related to the peoplavied with software deslop-
ment and its use

There are a number of details shown Figure 8 that hat been fully enumerated in the precedingro
view. Complete details of the non-functional process awered in Chapter 6.

In comparing thé\nalyze step of the process to the other major steps thatolithas more details, par

ticularly in the area of non-functional requirements. The reason for this is that the requirements phase
defines general project goals and product requirements that are broadly applicable to most types of soft-
ware. Oncethese goals are established,ytlapply to the oerall process and product beingvdeped,
throughout the subsequentvdlepment steps.In effect, the subsequent steps carry forward the goals
established in the definition of the requirements.

2.3.2. Specify

Figure 9 shows a fullxpansion of theSpecify step. TheSpecify step of the process/aives the dedl-
opment of a formal model of the requirements. The purpose of the model is two-fold:

« it helps the analysts unesr flaws and omissions in the requirements;
« it defines the formal specification that can be used as a contract with implementors.

In the process of this book, the formal model is defined in a language that can be mechanically analyzed.
The analyzer checks the model in basically the same way that a compiler checks a pkagreety, it

checks the syntax and some aspects of the semantics of the model. This mechanical analyzer helps the
human analyst find flaws and omissions in the model.

The idea of the specification forming a contract with the implementors is extremely important when it
comes time to verify that a dedred software product meets its requirement$en the requirements are
distilled into a formal specification, then the process of testing the implementation against its specification
is much more rigorous then when requirements are defined in a less formal form, such as only English
and pictures.

The two main sub-steps ddpecify involve the construction of structural and betwsal software models.
The structural model defines the static structure of the amdtwThebehaioral model defines precisely
the way the software beVves in terms of the inputs it reagss and the outputs it produces.

The structural model is deed initially from the requirements scenarios using some generalati@ni
heuristics. Aheuristic is a "rule of thumb" that defines in general terms tbqgoerform some taskThe
heuristics for model darition define hav model objects, operations, and atiitiéss are devied from the
usercentered requirements scenarios. An object is the formal definition of -zisibéx piece of data.
An operation is the formal definition of an action performed by the aodtwsing the objects. In particu-
lar, operations ta& dojects as inputs and produces objects as outpuisodel attrilute is a general char
acteristic of the software.

Once model objects, operations, and attributes areeddriom scenarios, tlyeare refined further based
on the detailed scenario narvati This part of the process very typicallwaives a significant amount of
iteration with theAnalyze step, that proceeds in high#terms lile this:

a. Definea requirements scenario.

b. Derive djects, operations, and attributes, leading to the d@sgof flaws or omissions in the sce-
narios.

c. Goback to the requirements to update the scenarios accordiyglixing the flaws and adding
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Specify
Specify Structural Model

Derive Objects from Requirements Scenarios
Derive Input Objects from Data-Entry Dialogs
Derive Output Objects from Data Output Displays
Derive Other Objects from Narrative Nouns

Derive Operations from Scenarios
Derive Operations from Menus and Buttons
Derive Other Operations from Narrative Verbs

Derive Model Attributes from Scenarios

Specify Behavioral Model
Define Predicative Specification
Derive Preconditions and Postconditions
Sketch Conditions as Prose Comments
Refine Conditions into Formal Logic
Refine Object and Operation Definitions as Necessary
Define Auxiliary Functions as Necessary
Define Inter-Operation Specification
Refine Preconditions and Postconditions

Refine Objects Define Inter-Operation Dataflow

Define Component Details to Atomic Level Define Equational Specification

Define Object Equations
Define Auxiliary Functions as Necessary
Define Axiomatic Specification

Identify Underlying Collection Objects
Define Inheritance from Generic Objects

Add Descriptions Based on Narrative

. . Define Global Variables
Refine Operations

Specify Inputs and Outputs
Identify Default Inputs

Define Axioms

Define Auxiliary Functions as Necessary
Define Attribute Grammar Specification

Define Attributes

Define Rules

Add Descriptions Based on Narrative
Refine Attributes
Modularize Structural Model

) . Define Attribute Equations
Define Module Packaging

Define Auxiliary Functions as Necessary
Define Constructive Functional Specification
Define Operations Functionally

Specify Module Imports

Define Auxiliary Functions as Necessary

Specify User Interface Model
Define User Interface Structure
Define User Interface Behavior

Specify Non-Functional Requirements

Iterate Back to Analyze Step as Necessary
Figure @ The Specify step fully expanded.

new scenarios for the omitted functionality.

The final sub-step of structural modeling is the modularization of the model into functionally-related
packages of objects and operations. This model packaging is used subsequently in the design step to
derive the initial program architecture.

Specifying the behaoral model is where the specification becomes fully formal. In the process shown in
Figure 9, the main form of behavioral specification is cafleztlicative A "predicate" is a boolean
expression, of the type familiar to all programmers. There are some additional details to the language of
predicates used in formal specificationt fundamentally a predicate simply states a condition that must

be true or false.
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A predicativespecification defines twtypes of conditions for program befar. A preconditionmust be

true before an operatioxezutes, and @ostconditiormust be true after an operation completesxse

tion. Usingjust these tw forms of condition, a formal definition can be specified for most of a program’
behavior The specification can be further refined by enacting one or more additional process steps.
These additional steps address the following aspects of specification:

* inter-operation behavior-- this is the definition of the way in which operations interact with one
another; a datafle diagram can be used to specify the way the outputs of operations feed into the
inputs of other operations

* equational specification- this defines specific constraints on objects in terms of what the operations
are allowed to do with and to the objects

» axiomatic specification- this defines formal rules, i.e., axioms, that can be particularly useful in
specifying the behavior of distributed and concurrent software

» attribute grammar specification- this defines a model in terms a formal language definition that is
part of the software; for example, a query language that is part of a databaseessystem can be
defined using an attribute grammar

» constructive functional specification-- this form of specification is useful when certain details of
behaior are most easily specified in operational terms; a consteugecification is a form ofery
high-level program

There are other forms of behavior specification not explicitly cited in this process. These include beha
ioral specifications based on state machines, stochastic techniques, and temporahkeggcforms of
specification are explained and discussed in a later chapteot employed in the book.

The third sub-step ddpecify is devoted to the specification of a user ingm#® model. It is important in
software specification and design to separate the details of abstract functionality from concrete user inter
face. For this reason, the specification of user irstegfstructure and behavior is separated from the speci-
fication of the underlying functional moderhis separation is reflected significantly in thesign step

of the process, as will be explained shortly.

The fourthSpecify step is the definition of those non-functional requirements that can be formally mod-
eled. Thisincludes the specification of such model properties as the size of data objects, and the speed at
which operations mustxecute. Suclormal model attributes form a bridge between functional and non-
functional requirements. In general, functional requirements can be specified fully fonmedheas
non-functional requirements may be specified only partially formally.

The last step o$pecify shovn in Figure 9 is not an actual opevatgep, but an indication that tt8pec-

ify step is lilkely to be part of an iterag process imolving the Analyze step. Whilethe iteration may
occur at ap point duringSpecify , it is listed at the end as a general indication that iteration is a normal
part of the combinednalyze andSpecify phase of the proces&urther details of ordered process enact-
ment are discussed in Section 2.5.1.

2.3.3. Prototype

The full expansion of therototype step appears in Figure 7 since it does npaad beyond onevel.

As outlined earlier in Chapter 2, prototypingdtves the rapid creation of a partially operational pro-
gram. Theprototyping process begins by refining scenario pictures into a working useadateifhis
entails using a prototyping tool or user-interface builder to create operational interface screens.

To aeate a very basic form of prototype, the irdeef screens can be presented in a step-by-step
sequence, illustrating a particular set of prototypical interacti®his form of prototype is a "slide sht
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of user interaction, that does not allthe user to interact dynamically with the prototype.

To aeate a more dynamically interagiprototype, the components in the interface screens caarss

tized such that the user may treat theneligperating elements of the user ingeé. Certaimprototyping

tools allav plain interface pictures to be sensitizeldor example, the drawn picture of aitbon in an
interface screen can be sensitized to kehi&e an @tual clickable btton. Alternawely, the prototype
developer can use an interface building tool, where an operational prototype interface is created to ha
the same appearance as the screens drawn in the scenarios. In either case, the resultaseawittiterf
which end users can directly interact.

To define actual program behar, the prototype desloper writes actiorscriptsthat are associated with
particular interface component$&or example, suppose prototype interface contains a button labeled
"Fi nd" that when pressed displays the result of some search operation. The séfiptddoutton can

be defined to display an intade screen that shows a prototypical search result, thereby simulating a pro-
totypical behgior. This type of prototype presents completely "canned"\aehaThat is, the prototype
responds to user interaction by displaying only pre-defined results, without performiagiweal compu-
tation.

To define a prototype with uncanned beioa, the scripts can extended to perform actual computation.
the case of search example, the script forRhed button is written to search some form of prototype
data store, and present the results of the actual se@hghrepresentation of the prototype data store is
some form that can be rapidlywoped, without rgard for storage diciency or other data storage
requirements that cannot be rapidly implemented.

For some types of software, it may be possibleviol\e a pototype into a production product by reusing
some or all of the prototype intade and scripting. This is a@wlutionary style of prototyping.When

little or none of a prototype can be reused in the production @a@fhe prototype is consideretheow-

away. Once a thra-away prototype has served its purpose, that is to clarify the requirements, the proto-
type is discarded.

Whether the prototypevelves or is discarded, its use in requirements clarification is printanythis
reason, the last step of tReototype process is to iterate back to thealyze andSpecify steps, so that
what is learned from the prototype can be integrated into the requirements and specification.

2.3.4. Design

Figure 10 is a full expansion of tiesign step. Thestep starts by deriving the high#architecture of
the program from the abstract model constructed irspleeify step. Themodularization defined for the
structural model is carried forward into the packaging of the program deBis.enforces traceability
between the abstract specification and the corresponding architectural program design.

The high leel architecture of a program is defined in terms of data classes and computational functions.
These are deréd, respectiely, from the objects and operations of the specificatibhe classes and
functions dened drectly from the specification constitute theodelportion of the designThe classes
derived from concrete user interface and Ul model areviee portion of the design. Other properties of

the design are dewd from attribute definitions in the specificatiom addition, the commentary in the
specification is used as the basis for design comments.

Once the top-kel design elements are dexdl from the requirements specification, software design pat-
terns are appliedA design pattern is a pre-packaged piece of design, based on experience that has been
ganed over the years by software engineerA. widely-used design pattern for end-user software is
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Design
Design High-Level Architecture Refine User Interface Design
Derive Initial Design from Specification Refine View Package Design
Derive Architectural Packaging from Modules Choose User Interface Library Components
Derive Model Classes from Objects Design User Interface Layouts
Derive Model Functions from Operations Add View-Supporting Functions to Model Classes
Derive View Classes from Ul Pictures and Model Apply Observer/Observable Design Pattern
Derive Design Properties from Spec Attributes Refine Model/View Communication
Derive Design Comments from Spec Comments Design for Non-Functional Requirements

Design Inter-Package Sharing and Communication . .
g g g Formally Specify Design

Apply Design Patterns Fully Identify all Function Inputs and Outputs
Apply Architectural Design Patterns Refine Derived Preconditions, Postconditions
Apply Model-View-Process Define Preconditions, Postconditions for New Functions

Apply Data Design Patterns

Apply Control Patterns

Apply Communication Patterns

Apply Other Appropriate Design Patterns
Refine and Customize Applied Patterns

Apply Design Heuristics
Minimize Coupling
Maximize Cohesion
Apply Other Appropriate Heuristics

Employ Appropriate Design Metrics
Refine Model and Process Design

Refine Model Package Design
Refine Model Class Design
Associate Functions with Classes
Objectify Function Signatures
Define Class Member Visibility
Define Class Inheritance and Other Relations
Choose Appropriate Data Representations
Select Data Representations from Libraries
Design Custom Data Representations
Design Process Packages and Classes

Define SCOs, Iterate Back as Necessary

Design Controller Classes

Design Adaptor Classes

Design Wrapper Classes

Design External Data Input/Output

Design Other External Data Interfaces
Design Control Flow

Refine Specification Dataflow If Appropriate

Design Functional Control Flow

Design Event Handling

Design Exception Handling

Figure 10: The Design step fully expanded.

Model-View-ProcessThis pattern aganizes the design into three major segments:

 the Modelis directly traceable to the abstract functionality defined in the requirements model, and is
independent of the concrete end-user interface;

* the Viewsegment of the design iswieed specifically and solely to the end-user interface
* the Processsegment defines underlying processing support for the model, in particular processing
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that encapsulates platform-dependent aspects of the design.
Other patterns are employed to assist with design of program data, control, and communication.

The dernved, pattern-based design produced by the firetdeps must be refined into a concrete, object-
oriented program design. This is accomplished in the nextdesign steps.At the high-level design,

derived packages must be refined. At the clas&llederived functions must be associated with specific
model classesThis step is necessary since the operations of the functional specification do not necessar
ily belong to specific objects. Functions associated with classes becommethssiswith appropriate
adjustment to method signatures based on object-oriented design corfodpes. necessary design
refinements are in the areas of class member visjbilitgritance, and the selection of concrete data rep-
resentations. la modern program design, data representations are typically selected from reusable pro-
gram libraries.

Process class design entails determining the underlying processing support that is necessary to produce an
efficient program.To encapsulate platform-dependent data processing, process classes are interfaced with
model classes via controljeadaptor and wrapper classeslhese model/process interface classes encap-
sulate aspects of the program that are specific to specific operating systems, hardware platforms, and
external data stores.

An important part of model and process refinement is detailed controldésign. Thisincludes the
design of inter-class datawWwpfunctional control fla, event handling, and exception handling.

The fourth step of design is\d#ed to refining the end-user intack. Inthe current state of the art, user
interface design typically relies heavily on libraries of reusable interface cla$besclass libraries
define commonly-used interface elements and layouts. In a Maeleldésign, the model classes must
be refined to support the weclasses, based on the specifics of the user auerf Aparticularly useful
design pattern in this gerd is called "Obsemrr/Obserable”. Thispattern defines the way in which mul-
tiple view classes can be systematically updated in response to data changes made hy Al itiseral
work in this design step wolves refining the communication between model and ¢lasses. Thigevel

of refinement focuses on Wwadnput data are sent from weclasses into model classes, andviautput
data are sent from the model to thewie

The fifth design step focuses on system-related non-functional requirenNamsfunctional require-

ments that were formally modeled will alreadywédeen incorporated into the design as a result of the
initial design dewation step. Also, certain design patterns may be oriented to the design of non-func-
tional requirements, such as securiyny ather non-functional requirements that were not modeled in

the specification or are not yet incorporated in the design are dealt with in thigkeepurpose of this

step is therefore to ensure that all system-related non-functional requirements are fully addressed in the
design.

Once a detailed program design is established, the design is formally specified. This entails the precise
definition of function (i.e., method) input/output signatures, ¥edld by the specification of preconditions

and postconditions for all functiongor the model functions deséd directly from the specification, the
function conditions are deed directly from the preconditions and postconditions defined in theederi

from operations.For other model and process functions, preconditions and postconditions are defined
with the same methodology used in the abstract specification middeiely preconditions arex@res-

sions that must be true before functiowoation; postconditions must be true after functiegcations.

Various design heuristics (i.e., general guidelines) can be applied throughout the process ofMiesign.
mizing coupling among program elements aims to reduce the depgraddnmommunication to only that
which is essential Maximizing cohesion means that program elements that are functionally related are
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grouped togethemwithout extraneous unrelated elements. Other heuristics can be applied, such as con-
trolling the size of various program units.

During the course of program design, thedgper may disceer aspects of the requirements specifica-

tion that need to be modified or enhancéa.such cases, the designer definespecification bhange

order that clearly states the necessary modifications or enhanceri@gdormalized change order is in
keeping with the high-keel process decomposition into problem definition and problem solution phases.
As discussed earlier in this chaptiwe Analyze andSpecify process steps comprise the problem defini-

tion phase.TheDesign andimplement steps then comprise the problem solution phase. In thisaeftw
process, as in a traditional problem-solving process, changing the problem definition while the solution is
undervay requires careful consideratiomhe specification change order codifies this careful considera-
tion in a precise way.

2.3.5. Implement

Figure 11 shows a full expansion of tmeplement step. Thelmplement step fills in the operational
details of the program by fully refining program data and functions. Implementing the data design
requires the selection of fully concrete data structures for the representation of the data in allTdésses.
may in turn lead to the definition of wenheritance relations, and the design afdolevel classes to
support an efficient implementation.

The implementation of the functional desigmdives the coding of all function bodies. This is the most
concrete aspect of software programmiridnis typically leads to the definition of additionaivdevel

Implement

Implement Data Design

Fully Refine Class Data Representations
Define New Inheritance Relationships
Design and Implement Low-Level Support Classes

Implement Function Design

Code Function Bodies

Define and Code New Functions
Formally Specify New Functions
Code New Function Bodies

Refine Function Calling Hierarchy

Optimize Implementation
Inline Functions Where Appropriate
Subvert Information Hiding for Efficiency
Apply Other Optimizing Transformations

Formally Specify New Functions
Iterate Back to Design Step as Necessary

Define SCOs, Iterate Back as Necessary

Figure 11: The Implement step fully expanded.
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functions and classes, as the implementation detailgee

As nav functions are defined during implementationytheist be formally specified in same manner as
during the design process. In general, as the refinement of the implementation leads to the definition of
new classes and functions, the implementation process iterates back to design, where the appropriate
design steps are applied to the newly-defined classes and functions.

A key aspect of function implementation is the refinement of the function calling higrafchfunction
implementations xpand, it may well be necessary to subdivide the functions into additional sub-func-
tions, and refine data implementations accordingly.

Techniques for optimizing the implementation include the use of inline functions, and parteissui

of information hiding where necessary fofi@éngy. Other optimizing techniques can be applied based
on hav strong the requirements are for implementatidicieihgy. Modern compilers can be relied on to
perform a variety of optimizing transformation to imypeqrogram eecution efficieng.

Iteration between design and implementation steps is a normal part of the prasessed abee, the
iteration occurs as meclasses and functions are defined during implementatioaddition, implemen-
tation may reeal incompleteness of fls in the highetevel design, requiring iteration back to the
design.

If the need arises to modify or enhance the requirements specification during implementation, a specifica-
tion change order is defined. The process then iterates back to an appropriate pre-design step.

The number of specific substeps withinpl enment is relatvely smaller than an of the preceding

ordered steps, particularDesi gn. The reason for this is that the design substeps can in effect be con-
sidered implementation substeps as well. The implementation is the concrete realization of the design.
Hence, the general steps of the implementation are applied to each specific element of the program cre-
ated in theDesi gn step.

2.3.6. Deploy

Figure 12 is a full expansion deploy. Deployment is the post-delopment phase of the ordered

Deploy

Release Product
Distribute Product
Install Product

Track Defects
Report Bugs
Assign Repair Personnel
Determine Steps Needed for Repair, If Any
Notify Users

Define Enhancements

Iterate Back to Repair and Enhance

Figure 12: Deploy step fully expanded.
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process. Ibegins with the release of the completed software product. Releasing includes the necessary
product distrilation and installation. Once the product is put into service,defiects detected by the

users are tracked and handled as neces&mfect tracking entails the usereporting a perceed bug,
assigning someone from the maintenancef stabnalyze the problem, and determining the steps to
accomplish the repair if repair is needed. As thg I3 assigned and handled, users are notified of its
repair status.

For mary software products, the definition of feature enhancements igudarepart of the post-debry
process. Enhancememsy be suggested by users or defined by members oftdemiaent stafwho’s
job it is to continue product delopment in response tw@aving user needs.

Both the repair of defects and thevelepment of enhancements are handled in the process by iterating
back to the appropriate wiopment step.For example, if a defect is determined to be strictly an imple-
mentation problem, the implementation step i®ked to perform the repair In contrast, a substantial
program enhancement mayaive iteration all the way back to the beginning of #imalyze step, where

new requirements are gathered, then specified, designed, and implemented.

2.4. Pervasive Process Steps

Figure 13 is a oneel expansion the peasive process steps. As introduced earleeervasve dep is
performed continuously throughout the ordered process, or at regularly scheduled points in time.

Manage Test
Establish Project Infrastructure Inspection Test
Schedule Analytically Validate
Allocate Resources Functionally Test
Communicate Formally Verify
Supervise Beta Test
Train Acceptance Test
Respond to Change Repair
Configure Document
Configure Project Repository Produce Developer Documentation
Assign Artifact Ownership Produce User Documentation
Perform Version Control Produce Management Documentation

Build Artifacts
Reuse

Release Development Versions
Research Existing Components
Determine Reuse Potential
Adapt and Employ Reusable Components

Configure New Components for Reuse

Figure 13: Pervasie process steps expanded onele
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In some cases, the work performed in a gswe gep applies generically to all of the ordered steps.
example, map of the tasks performed to manage a software project apply uniformly across all of the
ordered steps. In other cases, tlekaperformed in a peasive gep must be tailored individually to the
different ordered stepd-or example, the testing of an implemented program has specific details that are
different than the testing of the requirements.

The particular aspects of perwasirocessing that are uniform across ordered steps are the following:
* most aspects of thdanage step are generic for all ordered steps;
» amost all aspects afonfigure apply uniformly to all artifacts;
» testing based on human inspection is generic for all ordered-stetarttiavever other aspects of
testing are artifact-specific;
* basic documentation practices are generic for all artifacts, but specific content obviously varies.

2.4.1. Manage

Figure 14 shows a full expansion of tklanage step. Themanagement processdies by establishing

the project infrastructure. This entails defining the saféamprocess, defining the structure of safev
artifacts, and defining standard operating procedures (SOPs). The SOPs define specific details of con-
ducting the project on a day-to-day bassOPs typically contain process details that are specific to single
project or deelopment group, where such details are considered too specific or specialized to be part of
the overall process.

Project scheduling and resource allocation ased&pects of the management proce3svelopment and
deplgyment timelines are typically defined in termsnafestoneghat specify precisely what needs to be
accomplished on what dates. Resource allocatimohias the determination of what human and

Manage
Establish Project Infrastructure Supervise
Define Software Process Enforce Schedules and Procedures
Organize Software Repository Review Work Products
Define Standard Operating Procedures Evaluate Personnel
Schedule Train
Define Development Timeline Train Developers in Application Domain
Define Deployment Timeline Train All Stakeholders in Development Process
Allocate Resources Train End Users in Product Installation and Use
Allocate Personnel Resources Train Operations Staff
Allocate Equipment Resources Train Maintenance Staff
Communicate Respond to Change
Conduct Meetings, Reviews, Presentations Prioritize
Record Meeting Minutes Establish Change Control Policies
Record Other Proceedings Update Schedules and Resource Allocation

Update Software Process as Necessary

Figure 14: The Manage step fully expanded.
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equipment resources are necessary to carry out a project.

Communication is an ongoing agty. It occurs during regularly scheduled meetings, projedeves,
and presentationsThe proceedings of all such communication sessions must be recorded, to become a
permanent part of the software project repository.

The Supervise step ivolves what is traditionally considered the core of project management. The super
visors enforce schedules, rewvieork products, andvaluate personnel.

Depending on the knowledge and skildks of project stakeholders, various forms of training may be
necessary For developers unfamiliar with the software application domain, training mugt pice in
this area. All stakeholders need to be trained in telolement process; end users and customers in par
ticular need to be familiarized with the requirements analysis provésen a product is dekred, end
users may need training, as may the operations and maintenance staff.

Responding to change is aykaspect of ap software project. As a project proceedsydepment tasks

and work products must be prioritized based on their importance and the amowatlatfle time and
resources. Theost typical form of prioritization is that of requirements, where the users and customers
are consulted to determine which requirements are high priority versus those that arer girilority.

This priority information is used to determine which requirements aréhyvof continued pursuit and
which are not, gien time and resource limitations.

In order to manage changing prioritiegeefively, a dhange control policmust be established. This pol-
icy defines hw, when, and where changes are recordéd. changes are addressed, schedules and
resource allocations must be updated accordingiyyome cases, it may be necessary to update the soft-
ware process, if it is not accomplishing thexdlepment in an effecte and timely manner.

2.4.2. Configure

The full expansion of th€onfigure is shavn in Figure 15. The first step of configuration management is
to establish the project repositorfhe repository contains all of the aaiits produced throughout the
lifetime of the project. All software artitts are assigned ownership, in order to be clear who is responsi-
ble for which artifacts.

Configure
Configure Project Repository
Assign Artifact Ownership

Perform Version Control

Check In Artifacts

Check Out Artifacts

Perform Other Version Control Functions
Build Artifacts

Define Build Procedures

Perform Builds
Release Development Versions

Figure 15: The Configure step fully expanded.
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Once the repository is established, in is maintained using standesibns control proceduresThe
check-in and check-out operations are used to commia@igifo the repository and retrgethe artificts
once committed A wide variety of other @rsion control functions are performed to manage the configu-
ration and history of the repository.

The build substep applies to all softne artifacts for which some form of automated building is per
formed. Themost typical form of build is that performed by a compienere &ecutable programs are
generated from source cod@ther levels of artifacts can hee automated building tools. At thenalyze

level for example, there are tools to build web-browsable requirements from word processor documents,
and tools to generate summary reports when requirements documents are particulagty kingtb

Specify level, there may be tools to generate webwsable views of the formal model, or parts of it.
Build tools at the designvel include design documentation generators, sugavasloc There are also

tools that can generate code templates from design diagrams or drawn pictures of user interfaces.

At well-defined milestones, versions ofvé®pment artificts are released to the appropriateedtalders.
The most significant release is that of the finished software product, released to the enthisersd-
uct release is an explicit part of theploy step outlined earlier.

It is worth noting the commonality in tt@onfigure step with theManage andDeploy steps. Inthe case

of Manage, the assignment of artifactvmership and some aspects of version control can be considered
managerial tasksThey are included as part of configuration sinceythelate to specific technical details

of artifact ownership and control. The commonality betweenfigure and Deploy is in the area of
product releases, as noted aboNamely the release of a finished product to end users is considered to
be a part of deplament. Thisis reasonable, since deployment to an end user is an external release, com-
pared to the internal deopment releases that are considered to be padrdigure .

2.4.3. Test

Figure 16 shows a full expansion of thest step. Thdirst six substeps constitute the major types of test-
ing that are applicable to some or all software astd. Therepair substep applies generically to deter
mining the cause of test failures and effecting necessary repairs.

Inspection testing is carried out by humans, who thoroughly and systematically inspeatesaftifacts.

To do 0, the inspectors define a testing plan that specifies what inspection test standards need to be
applied to the artifacts being testeHor example, inspection testing the requirements entailviges

such as careful proof reading of the prose, ensuring the figures areanteanforcing ay domain-spe-

cific constraints for the requirementsispecting an implementationvinives careful and thoroughview

of program code, typically performed by someone other than thescadeor.

Inspection tests can be performed by individuals, as well as by grGupap testing can be conducted in
informal walkthroughs and in formalviews. Themembers of ndew groups are all statolders for
whom the inspection is relant. Theresults of inspection tests are recorded and the appropriate authori-
ties sign df that the tests wa keen conducted successfullifor example, a customer with authority to
sign of on requirements does so at the culmination of a successful requirements inspgion Aay
inspection test failures are recorded in the test record, for subsequent repair.

Analytic validation is typically performed using automated analysis tools, frequently in conjunction with
an artifact bild. Staticanalysis is performed to validate the structure of anaattifProbablythe most

typical form of static analysis is that performed by a compiler on program source code. Static analysis
tools are alsowailable for other artéicts, such as spelling and grammar checking for requirements docu-
ments. Syntactiand semantic analysis tools awgitable for formal software models and designs.
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Test
Inspection Test Formally Verify
Define Inspection Test Plans Define and Prove Putative Theorems
Perform Tests Verify that Code Meets Specification
Record Results Beta Test

Sign Off on Results )
Establish Procedures

Analytically Validate Gather Feedback Reports
Statically Analyze Evaluate Reports
Dynamically Analyze Acceptance Test
Functionally Test Define Acceptance Test Plans
Unit Test Perform Tests
Define Unit Test Plans Record Results
Perform Tests Validate Results
Record Results Repair
Validate Results Determine Cause of Test Failure
Module Test Return to Appropriate Step to Repair

Define Module Test Plans
Perform Tests
Record Results
Validate Results
Integration Test
Define Integration Test Plans
Perform Tests
Record Results

Validate Results
Figure 16: The Test step fully expanded.

Dynamic analysis validates the dynamic behavior ofxaowtable artifact, most typically the implemen-
tation. For example, dynamic analysis tools can be used to validate the behavior ofitdidtebd paral-

lel programs, checking for such problems as deadlock or race conditions. Dynamic analysis is also used
to validate that system performance is adequate to meet stated performance requirements.

Functional testing is performed on the operational program produced byplement step. Functional
testing is carried out at threevés of program structure:

* unit testing of program functions (i.e., methods)
» module testing of program classes (or other encapsulation constructs)
* integration testing among the classes

At each of these \&ls, the testing steps entail defining the test plans, performing the tests, recording the
testing results, and validating that the results are correct.

Formal program erification is the ultimate &l of ensuring program correctness. Usingrification
technigques, the program and its specification are treated as formal mathematical constructs, about which
formal theorems are defined and yeah Putativetheorems are used tenfy the specification itself,
independent of the implementatiol putative theorem formally states a desired property that is then
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proved correct with respect to the formal specification. Once the soundness of the specification is estab-
lished, the program code is formally ped to meet the specification.

Beta testing is conducted by voluntary end uses, who are willing to test a product befdicatsiefiv-

ery. Depending on the type of product and willingness of users, beta testing may be performed before
functional testing is fully completeThe point is that beta test users are mad#eathat a software prod-

uct has not yet been deemed ready féiciaf release. Specific beta testing procedures are established,
including hav users will provide feedback to thevdopers. Thedevelopers gather the feedback reports

and auate them to determine the appropriate course of acfibe. actions may be to add, revapor

change uselevel features, in response to user suggestidhbeta testers encounter systemeleugs,

then the declopers proceed as when system testsalebugs, as described just b&lo

Acceptance testing is also conducted by end users, or their representati the deliered softvare

product. Itentails the same sub-steps as functional testing, namely plan, perform, recordlidatd.v
Whereas functional tests are defined in terms of the program implementation, acceptances tests are
defined strictly at the end-usewék of functionality When validated, acceptance tests signal that the
product is ready to be released to the full user community.

When tests of ankind fail, the necessary repairs must be matias entails determining the cause of the
failure, and returning to the appropriate process step(s) to effect the repairs. Probably the most well-
known form of repair is program defging. Itis notevorthy that debugging per se is not atpkcit step

in this process. The reason is that debugging should not be carried out in an isolated, ad hoc manner
Rather debugging is conducted in the cortef well-defined test plans, which help significantly in isolat-

ing the cause of errors. Hence "programugging” is defined here as the correction of errors desed

during the process of validating functional tests.

Tests may fail due to a flain any atifact, including the tests themseds Hencepart of the testing
process is determining which aatit(s) need repair when tes#dl f For example, an implementationdp
may be due to a flain the program logic, or a flain the plan that tests the logic. Upcoming chapters on
testing details will discuss the specific means to effect repairs.

2.4.4. Document

Figure 17 shows a fullpansion of théocument step. Documentatiois produced for both delopers
and end userskor devdopers, the primary source of documentation is the soévartifacts themsedg,
stored in the softare repository Specialized forms of deloper documentation, such as reports and

Document
Produce Developer Documentation

Produce User Documentation
Produce Users Guide
Produce Users Manual
Produce Tutorials

Produce Management Documentation

Figure 17: The Document step fully expanded.



2.4 Perasive Rocess Steps 49

summaries, can be helpful in some projects.

User documentation consists of brief user guides, full users manuals, and step-by-step tBtonalsr

all of these forms of end-user documentation may be calleddpending on the operational compte

of a delvered software productAny leve of user documentation can be integrated within the operational
software in the form of online help.

Documentation for project managers consists of reports and other documents that relate to the managerial
aspects of the project.

2.4.5. Reuse

The full expansion of th&®euse step appears in Figure 13 since it does mpaerd beyond one Vel
Software reuse is the part of the process where existingaeftwsomponents are put to use in & seft-
ware contet. Librariesof reusable components are designed with ¥pdicit intention of being reused.
In some cases, components of previousheldped software can be reusedereif reuse was notxglic-
itly envisioned for the components whenytlrgere initially dereloped.

In order to perform reuse, existing components must first be researched, and then their potential for reuse
must be determined. If such potential exists, the components are adapted as necessaryuostifeir ne

ware environment, and empled there as tlyefit. If a project produces me components that are reus-

able, thg can be configured for that purpose, and stored in a component library.

Conceptuallyreuse applies to all ordered process stépgractice, reusable artifactsveaesolved in a
bottom-up fashion, where reusable implementationaatsfare the most widelywalable. Somedesign

reuse is practiced, typically in the form of design patterns. Significant reuse of specifications and require-
ments is not yet common practice.

2.5. Process Enactment

Enactment is the activity of performing a sadte process. The term "enactment" is used to connote a
process carried out in a delibevatimanner by people, rather than one thatxiceted as a program or
conducted in some mechanical way.

There are a fe steps of the software process that are fully automated, for example translation of program
source code intoxecutable code by a compileMary other computer-based tools can be used to assist in

the deelopment process. These tools yide functionality that is typically calleGomputerAided Soft-

ware Engineering(CASE). WhileCASE tools can be extremely useful ytlzee in fact only aidsFor the

most part, humans provide the intelligence that makes the process happen. There is more on process au-
tomation and CASE tools later in the book. This chapter discusses enactment as performed by the people
involved.

The deelopment stdfare the primary actors in process enactmédiher stakeholders certainly partici-
pate in the process, but it is thevdepment stefwho lead the ébrt. Also, the deelopment stdfper-
form the majority of the wrk that produces tangible dedrables. Ofthe stakeholders described in Sec-
tion 1.2, the dedlopment stdfis comprised of the analysts, implementors, testers, and managers.

There are tw major forms of enactment -- ordered and psixe. These forms are modescribed, in the
context of the process steps outlinedwabo
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2.5.1. Ordered Enactment

In general, the ordered steps of the process are enacted sequestiadlyterm "ordered" suggest$he
purely linear diagram shown earlier in Figure 6 is mersimplification of sequential enactment, since it
does not depict gnform of iteration. In practice, software processes almosiagh involve iteration,
since discueries are made in later steps that require earlier steps to be revisited.

Figure 18 shows a refined diagram of ordered process enactiifestis the style of enactment broadly
followed in the book.Four forms of iteration are depicted:

» An unlimited amount of iteration is possible among Alnalyze Specify , and Prototype steps.
* There is also unlimited iterag feedback between tiEsign andimplement steps.

Analyze )

. Problem
( Specify ’ % Statement
Phase

{ Prototype }

requires signed-off

__—7 — requirements spec

ign ’
Problem
Solution
Phase

Implement ’

requires fully-tested

requires specification
change order

Dep

___—7 — implementation

loy

\requires bug report or

enhancement request

Figure 18: Iteratve enactment of ordered process steps.
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* Iteration from thedesign andimplement steps back ténalyze is limited and controlled.
* Post-deployment iteration is also controlled.

The italicized annotations in the diagram indicate the conditions under wdyglrdcess transitions are
made. Theransition into the design step requires that the preceding stepdden completed to the
extent that a signed-bfequirements specification has been produced. The general term "requirements
specification” refers to the results of the first three steps of the prd&geed-of' means that all arti-

facts hae been fully tested and are complete to the satisfaction of all affected stakeholders.

The transition from the implement step back to analyze requirgsecification bange ader to be
defined. Thichange order clearly states the necessary modifications or enhancements that must be made
to the requirements specification in order for the implementation to proceed.

The transition into the deplostep requires that the implementation has been fully tested. This is an
entirely standard process requirement foy gnality product. Namely that the product is fully tested
before it is released.

The transition fronDeploy back into the deslopment process is accompanied by a bug report for the
deployed product, or a request for a product enhanceniarthe case of a bug report, the iteration may
not need to perform all of the process steps to effect a.rdfaiexample, if a bug is identified as purely

at the implementation Vel, the repair iteration can skip through all of the preceding steps straight to
Implement . In the case of a product enhancement, the iteration will typically need to start at the top of
the process, to analyze the useeleequirements for the enhancement, and proceed from there.

A key rationale for this style of enactment is the importance whlgaa complete and sound requirements
specification before the design and implementatiginbeFurthey it is important to control requirements
specification changes during design and implementa#omommon source of problems in d@-scale
software deelopment can be of the "shifting requirements”, i.e., requirements that change significantly
once the design and implementation phases begun.

Considering the software process as a traditional problem solxsrgise can clarify wi changing
requirements and specification can be troubleschime requirements analysis, specification, and proto-
typing can be considered the "problem statement” phase. The design and implementation are the "prob-
lem solution" phaseWhen the system requirements or specification change after the design and imple-
mentation are in progress, it isdikhanging the problem to be solved while the solution is being-de

oped. Suclkchanges can be problematic in the sense that having an unclear idea of what needs to be
solved can makfinding the solution difficult.

Since there are no conditions on the inner iteegtaths, these may happen as much as theajers see
fit. In this way, it is considered a normal part of\ddbopment to hae mntinual feedback among analyze,
specify and prototype. The same is true for feedback between design and implement.

Within the two major problem solving phases, unlimited iteration is reasonable because each of the steps
is focused on the same major task. Analyzing requirements, specify a modeljldimdj la prototype are

three different views of the problem statemebDiscoveries made during the modeling and prototyping
steps can help clarify and solidify the us=sel requirements. Similarlythe design and implement steps

are two levds of the same phase, such that iteration between them is a natural part of the process.

A practical rationale for subdividing the process into major phases relates to the peoplivned and

the differing skills required of the delopers. Asnoted in Chapter 1, the analysts who lead the first phase
are skilled in communicating with end users and defining requiremenysnélee good people skills.

The implementors who conduct the second phase are skilled in the areas of software design and
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programming; thg need good technical skillswhile there are people who are skilled in both of these
areas, not\veryone is able or desirous to excel in both analysis and implementation.

Another practical reason for thedvphase process relates to thganizations iwolved. Inmary cases,

an oganization may hee the expertise to delop a requirements specificationtbhot the product imple-
mentation. Insuch cases, theganization will outsource the implementation work on a contract basis to
another firm that specializes in software design and implementation.

The style of enactment depicted in Figure 18 can be considered a "traditional" engineering apipioach.
traditional in the sense that the problem statement is completed as thoroughly as possible before the solu-
tion begins. Amore tightly iteratte gyle of enactment is illustrated in Figure 19. In this case, there is
only a single outer iteration, and tReototype step is absent. The tabasic phases of problem solving

are still present,lt the problem statement and solution aregdped incrementally The process lggns

by defining a part of the problem and proceeds tcegakt that part. It then proceeds through suceessi
iterations to refine andxpand the problem and its solution. There is no limitation on the transition
between the ter problem-solving phases, as there is in the more traditional approach. Iraghis god-

uct evolves incrementally and hence this can be consideredodutionaryapproach to enactment.

There are only tev transition conditions.As in the more traditional style of enactment, moving from
Implement to Deploy still requires testing, but in this case only of the partial implementation that is pro-
duced in each incremental iteratioA. partial product is deployed to users, or a subset of them who

( Analyze )
Incremental

Problem
Statement
Phase
{ Specify ’
Design
Incremental
Problem

Solution

Phase
( Implement )

I requires tested

partial implementation
Deploy

Irequires user review

of product so far

Figure 19: More tightly iteratve enactment of ordered process steps.
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participate actiely in the process. The transition out Déploy into the next deglopment iteration
requires users’ kgew. They use and ealuate the product produced s, fsuch that further deslopment

can proceed to the users’ saidfon. Atsome point, when the users are fully satisfied, or when time
and/or budget hee keen exhausted, the last demd version of the product is considered the finalveeli
erable.

The reason therototype step is absent is that the partially completed products produced in each pass of
the process can be considered prototyfigsch version provides succegby more functionality In this

case, a prototype is viewed fdifently than the potentially thneaway versions created in the traditional
Prototype step. Eaclprototype provides less functionality than the final product, but ideally esision
provides some actually usable functionaliffhat is, the users rewei a @rtially useful product early in

the process, and the product is suceelsrefined through the iterations. At the end of some iterations, it
may be that users do notdileny of what theg see. Insuch a case, the next iteration changes the require-
ments to meet the newly-diseed users’ needs.

A key rationale for the wlutionary approach is that users see an actual working product sooner than in
the traditional approachThis can help clarify to the users what additional product requirements are nec-
essary The eolutionary style of declopment does require that analysts, users, and implementoks w
more closely than in the traditional style. This may work in some casesiob in others. As noted
above, when an gganization chooses to outsource implementation, the traditional approactlysdikbe

more appropriate.

People issues are also an important consideration irvthgienary approach. Depending on the size of

a project, it may be difficult for all end users t@rk effectively with programmers in a tight-knit del-
opment team.For this reason, anvelutionary approach may choose selected individuals to act as cus-
tomer representais during the processThe eolutionary approach also requires particular skills and
attitudes from programmerd.hey must be able to focus clearly on what is required in each iteration, and
deliver it quickly enough so that the users do notehta wait around.Implementors must also be willing
and able to to communicate continuously with the usEnsally, implementors must be able to practice
"egoless” programming, in that there willing to abandon work tlyehave produced in a delopment
iteration if it is not satisfactory to the users.

The traditional versusvelutionary approaches to enactment may be considered@rtds of an iterate
spectrum. Inan eolutionary approach with only aveiterations and larger deérables in each, the
approach gets closer to traditional. If the requirements for signiranat requirements specification are
loose, and seral stages of depyanent are planned, then a traditional approach becomes nubuéan-

ary. As dscussed earliean aganization alvays needs to fit the process to the people and project at hand.

While the book generally follows the traditional form of process enactmergage of technical mate-
rial is not fundamentally dependent on it. Material from all of the chapters can be applied to a tradition-
ally-enacted process, amokutionary process, or some point in between.

As with structural process details, defining enactment details helpsvide@n oganizational frame-
work for presenting the boak’aibject matter Where appropriate, there is discussion ofvigocess
enactment styles may affect the waydepment work is conducted and what artifacts are produced.

2.5.2. Pervasive Enactment

In conjunction with the ordered process steps, enactment afgperdgeps occurs continuously or agre
ular intenals. Oneway to make pervasve enactment concrete is to associate a specific schedule for per
vasive deps or substeps of the processr example, it is typical to schedule project meetings gtilee
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times. Establishing weekly meeting schedule is a concrete way to enact theotiict Meetings sub-
step ofManage.

Specific scheduling details are defined as part of standard operating procedelopeddy the manage-
ment staff, in conjunction with other affected sh&lders. Br example, Table 6 stws a schedule for
selected substeps Bnage andConfigure .

Another way to carry out pesgve deps is to instantiate them as explicit ordered steps of the process.
For example, Figure 20 shs a testing step instantiated betw@enlyze andSpecify . The instantiation

of a penasive gep specializes it, based on its placement in the ordered process. Iratiigles the
generic testing step is instantiated to test the requiremeng&atiiat is the result @halyze. If theTest

Process Step Schedule

Manage:
Management meets 8AMey Monday
Technical stafmeets 1PMevey Monday
Supervisors revie staff Last Friday of eery month

Configure:
Developers check in anaudd | 5PMevey night
Developers do internal release  5PMegy Friday

Table 6: Typical schedule for some pervasirocess steps.

( Analyze ’
Test
Requirements
( Specify ’
L]
L]
L]

U

Figure 20: Testing step instantiated between Analyze and Specify.
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step is fully instantiated, a specialized version of it follows each t@bdtep, to test the particular arti-
facts produced by eachlable 7 summarizes the manner in which psixe geps are enacted in the
process followed throughout the bookhe Manage, Configure andDocument steps are scheduledhe
Test andReuse steps are instantiated. These enactment styles are reasonable in generalwaysas al
processes must be specialized for people and produotead.

2.5.3. Enactment Details

The concepts just discussed ide a large-grain vie of process enactment. Details missing from this
view include the following:

a. theartifacts produced by the steps

b. enactment within the top-el steps

c. thefrequeny of iteration

d. whatsteps, if ag, may be enacted in parallel

e. mostscheduling details

f. preciseconditions under which the steps start and finish

Iltem a is the subject of the xtechapter Item b is addressed throughout the technical chapters of the
book. Itemsc through f are also addressed in the technical chaptergrimnarily in Chapter 24 on

project managementThat chapter defines concrete process scheduling details for a typical project.
These details are part of standard operating procedures (SOPs), which define precisely who does what,
and when. The SOPs also define specific conditions that must be met before and after process steps are
enacted, i.e., the preconditions and postconditions of the steps.

2.6. Well-Known Process Models

Taken togetherthe steps of a process and its style of enactment can be consigeoedss modelThe
model presented in this chapteith its basis in traditional problem solving, is reasonably mainstream in
comparison to models that appear in the literature. This section analyzes welbtkieess models and

Step How Enacted

Manage At regularly scheduled times (e.g., meeting) and continuously
(e.g., supervision of personnel)

Configure At regularly schedule times

Test Instantiated after each topvit ordered step and at gelarly
scheduled times in some cases (e.g., monthly inspections)

Document | Scheduled before major releases.

Reuse Instantiated before each step.

Table 7: General style of enactment for pervasiteps.
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compares them to the process used in the book.

Overall, there is a clear thread of commonality among various process mdftilglsally all models

include requirements gathering, design, implementation, and testing as parts of the process. What distin-
guishes the models is less about the steps themselves than the manner in wiaighehacted and the
relatve emphasis placed on each step. What distinguishes the models also has little to do with their
catcly names. Br example, the most salient feature of the "spiral model" is not its shape, but rather its
focus on continual risk assessment throughout the process.

2.6.1. Waterfall

One of the earliestersions of a software process was published by Winston Royce in 1970 [Royce 70].
Figure 21 is a diagram of the process as originally presented. The diagram has been dubbsthd "w
chart", due to its depiction of processifldownward from one step to the next.

The steps shown in the originaaterfall diagram are notably similar to those still widely used today
ble 8 shows a reasonable correspondence betweeratedgal steps and the ordered stepsvaman Fig-
ure 6.

In its position as one of the earliest published models, #terfall process has been the subject of ynan
critiques. Oneof the most frequently raised criticisms is that the model is toaiblgein its strictly
sequential style of processing.is unrealistic to expect that each step will be fully completed before the

SYSTEM
REQUIREMENTS

N

SOFTWARE
REQUIREMENTS

N

ANALYSIS

N

PROGRAM
DESIGN

\

CODING

\

TESTING

TN

OPERATIONS

Figure 21: The original waterfall process model.
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Waterfall Step Ordered Process Step
System Requirements

Software Requirements Analyze

Analysis Specify

Program Design Design

Coding Implement

Testing Test Implementation
Operations Deplp

Table 8: Waterfall steps in correspondence to the ordered steps in Figure 6.

next is bgun. Water must sometimes ¥ouphill.

To his credit, Royce wasvware that process iteration may be necesskigweve, he suggested that it be
limited as much as possible, and ideally occur only between immediately adjacenfsisgsas led to a
widely-held perception that theaterall model is strictly sequentialHowever, it is easy enough to add
iterative paths in a waterfll chart, and to consider itenati enactment to be a regular part of the process.
This is essentially what the itenagi enactment presented in Section 2.1.3 is about.

A more significant criticism of the aterfall model is the relgation of testing to near the end of the
process. Maynhaveobsened that waiting until after implementation is too late to start testing. Errors in
artifacts produced in the earlier steps can dxy difficult to detect if thg become embedded within the
implementation. Im€most process models thatveasicceeded the aterall, testing has become a more
pervasve part of the process. In addition, the need for other perwasips has become clear.

Another critique of the aterfall as originally presented is its lack of detail imheach step is conducted.

For example, the high-leel waterfall presentation says little aboutvihahe PROGRAM DESI GN step
transforms the result of tlANALYSI S step into a design ardi€t. Asprocess modeling has matured, the
presentation of e models has often included details of process enactment that were missing from the
original waterfall.

Given its status as first on the block, thaterfall process has been fodder for much discussion. Despite a
good deal of criticism, it is fair to say that nyawof the process basics presented by Royce are alidl v
today The waterfall model remains an enduring benchmark of comparisamsigwhich other models
are regularly comparedyen if the comparison is getive.

As illustrated Table 8, there is commonality between the process used in the book and the atiginal w
fall model. The significant advances in the bagitocess addres®k aiticisms of waterfall, namely

* pervasve testing and other pervasi pocess steps
* more process iteration
» definition of process details

2.6.2. Spiral

The spiral process model wasvdeped in 1988 by Barry Boehm [Boehm 8&jigure 22 is a diagram of
the model, as presented originally by its authinere are four peasive ativities in the spiral model,
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Figure 22: Spiral process diagram as originally presented.

shown in the four quadrants of the diagram:
» Determine objectives set out what is to
* Evaluate risks- determine the risks wolv

be accomplished in the next phasevebgenent.
ed, using prototyping to helwauate alternaties.

* Develop and validate develop the next phase of the project and validate the resulting artifacts.
* Plan -- plan for the next phase of the project, based on the results of the just-completed phase.

Each loop of the spiral represents a phase wdlolement. Thephases are indicated in the top part of the
lower right quadrant:

1. Concept of operatior formulate broadly what the software is intended to do.
2. Softwake requirements- analyze user requirements.
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3. Softwae product design- design the high el software architecture.
4. Detailed design and codeimplement the product.

An important aspect of the spiral model not directiglent in the diagram is the dynamicvdi®epment of
process detailsPat of the planning actities for each phase includes determining the process details for
the coming phasef-or example, theRequiements and Life-Cycle Platey out the details for the require-
ments analysis phase of the procesbe Development Plarcontains details of what type of design and
implementation process to folo The plans also determinevdteratve the process will be, i.e., ho
mary expansions of the spiral will be enacted.

To provide a common frame of reference, Figure 23 shows the spiral process in the style of process dia-
gram used in the first part of the chapt€he diagram illustrates that there is nothing particularly impor

tant about the spiral shape of the model. Compared to other process models thestwlistinctve

aspects of the spiral process are these:

a. thecontinual assessment of risk to guide process enactment
b. the dynamic deslopment of process details, based on risk assessment and planning

Risks are apadverse circumstances that can impair thestigment process or geively affect product
quality. An important part of risk analysis is to identify the high-risk problems versus those of lower risk.
In doing so, process planing then proceedwvttdahe high-risk areas. The vi@opment of prototypes is

Ordered Steps:
Pervasive Steps:

Determine
innermost loop Formulate Objectives quadrant 1
of spiral Conncept
second loop Analyze EV"?"‘Iiate quadrant 2
of spiral Requirements Risks
third loop Design ) Validate,
of spiral Product Verify, Test quadrant 3

outerrmost loop Design Details
of spiral and Code

Pervasive steps are
instantiated after
each ordered step

Iterate to next phases
(expansion of spiral)

quadrant 4

i
(B

Figure 23: Spiral process unrolled.



60 Chapter 2 Software Engineering Processes

part of the risk identification procesBor example, if there are twpossible approaches towopment,
two prototypes using each approach can hesldped to determine which approach shows better promise.

From a business and managerial perspeadtisk assessment is a discipline in its own rigHence, in
order for a spiral process to be successfully enacted, Yelpiment team must include individuals who
are skilled in risk analysis.

The ley ginciples of the Spiral model are treated with less emphasis in the process used in this book.
the books process, risk assessment is performed as part ofrhze step, not perasvely. Also,
dynamic process @elopment is de-emphasized, since most process details are definedanceadv
Dynamic process updating is included as a g&re activity, but as a lower substep withManage (see
Figure 14). Spiral practices could be more fully incorporated into the lsopkicess by eleting risk
analysis and dynamic procesveéepment to immediate substeps\dnage, or to top-level steps.

2.6.3. V-Model

The V-Model [German 93] is a comprehemsioftware process.lt was deeloped for the German
defense ministry beginning in 198@he model addresses most of the process structure and enactment
issues discussed in this chapthralso defines standards for the tools to be used in the softwaslemle

ment process. The V-Model has been used extgpsn European industrial practice.

The deelopment steps of the V-Model are essentially those shown in Figuten@tenorthy contribu-

tion is its early recognition that testing needs to be performed at each step of the ordered Phacess.
model defines detailed standards for testing the implementation, the design, and the requiteaisnts.
thoroughly defines procedures for configuration control and project management.

Overall, the V-Model is a goodxample of a comprehens] industrial-strength process that has been
used &tensively in actual practice.For this reason, it is wrthy of mention in a suy d well-know
models.

The books process is similar inverall structure to the YWodel. Theprimary diferences are in technical
process details. Also, the boslgrocess does not specify specific tools to be used f@apenent.

2.6.4. Cleanroom

The Cleanroom Processaw introduced in 1987 by Harlan Mills [Mills 87] and updated in 1994 by
Richard Linger[Linger 94]. Figure 24 depicts the 1994 version of the prodéss.hallmark of the
Cleanroom process in its use of formal specification amification to produce software that has, as its
proponents claim, near zero defects.

As with most traditional process models, Cleanroomgirtsewith analyzing customer (user) requirements.
Unlike aher models, Cleanroom does not define details for this process step, assuming that a stable set of
requirements are provided as an input to subsequeglbgeent steps.

The Speci fi cati on step of Cleanroom defines functional and usage specificatiimes.functional

specification defines the required external behavior of the software, medhelikpecify step discussed
in Section 2.3.2. The usage specification defines scenarios of correct and incorrectThesgeare
defined in terms of the formal functional model, not in end-user terms.

The step of Ihcremental development planning” determines the number and extent of process itera-
tions to be conducted in the subsequertldpment. Thaits, this planning step decomposes theelbgp-
ment efort into pre-defined segments, each of which igeldped in a separate process iteratidime
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Figure 24: Cleanroom.

stacked boxes in Figure 24 depict this iteration within tiveldpment steps.

The step labeledFbrmal design and correctness verification” encompasses design, implementation,
and formal programerification. Theparallel Statistical test-case generation step defines test cases
for integration-leel testing, to augment the formal verification.

The "Statistical testing" step conducts tests by applying the generated test cases to the program source
code. Thé'Interfail times" output is a statistical measure of program correctness based on the concept of
mean time to failure The goal is to minimize the failure rate as much as possible.
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The final step onQual ity certification" entails usefdevel acceptance testing of the soéve.
The output is a refined estimate of mean time to failure.

The outer iteration loop in the process provides feedback from the culminating step back to the earlier
steps of the process. This feedback is used to wepihe product at the appropriatevéis of develop-
ment.

As designed, the Cleanroom process is well-suited for projects in which the requirements can be thor
oughly determined in advance, since the process does not include the requirements analysis phase within
ary of the process iterations. Cleanroom also requires specialized skills fromveh@pdes in the areas

for formal specification andevification. Theseskills are required in gnprocess that wolves formal
methods.

With its emphasis on formal methods, the Cleanroom process is similar in spirit to the one used in this
book. A significant difference is in the treatment of requirements analysishe books process, the
Analyze step is iteratiely integrated with other steps, particularly wlhecify . This allows the benefits

of formal specification to be realized during the analysis of user requirenldmsbooks process and
Cleanroom also differ in a number of technical and managerial details, particularly in the area of testing.
While Cleanroom treats testing as a jpsie pocess, it focuses predominantly on formatification

and statistical quality control to ensure correctness, without using other forms testing employed in the
book’s process.

2.6.5. Agile

Agile development is rooted in the Extreme Programming (XP) methodology introducedriyBieck in
the late 1990s [Beck 99]. The XP methodologygleed into the more general Agile SoftwarevBlep-
ment process [Martin 03].

Agile development is a highly iterate grocess that is aimed atwi#oping software rapidly by the means

of strong user/implementor interaction. User requiremevittv@ and change throughout the weop-

ment process, rather than being determinegelgrin advance of design and implementatiétapidly
changing requirements are considered a natural part of the Agile process. This is in contrast to the more
traditional process we where widely changing requirements are often considered problematic during the
design and implementation phases.

The Agile process is well summarized inritanifestpwhich is centered around the following values:
* Individuals and interactions are valued wer processes and tools
» Working software is valued @er comprehensie documentation
» Customer collaborationis valued @er contract negotiation
» Responding to changés valued oer following a plan
Agile developers do not entirely reject the items on the right, but value the items on the left more highly.

The first value is rooted in what agile proponents seeveryycumbersome software processes, under
which participants can lose sight of the main project objectia working software productA key goal

for the agile process is to minimize time spent on unnecessary admiastiaks that tak ime avay
from work devoted directly to product delopment.

The second value is based on the idea that working softwére geoal of a deelopment process, with
documentation highly secondaryn particular a surviving requirements document is not considered nec-
essary once the working software is produced.
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The third point of the manifestotends from what agile proponents see as another significant hindrance
of more traditional processes -- that of contractually-binding plans and propAsdks proponents con-

tend that software can be much morfedively produced in an environment ¢galy if not entirely free of

such contractual encumbrances.

The last point of the manifesto is dily the most fundamental statement of the agile procalses:
Rather than following a fixed plan,\@opers should be free to adjust to changing circumstances as the
project and productvelve. Inparticulayr they must adjust to changing requirements.

Figure 25 is a depiction of the agilevdl®pment process in the diagram notation used earlier in this chap-
ter. In keeping with the highly iterate devdopment stratgy, requirements are analyzed in very small
increments, calledser stories A story is a simple informal description of a requirement, written in only

a few words. Rathethan elaborating the requirements into a larger document and software model, the
process proceeds directly to the testing and implementation steps.

A key part of Agile deelopment is aest-firstprinciple. Thismeans that as requirements aaghgred,
test cases are defined that will be used to ensure that the implementation of each requirement is correct.
This helps solidify the understanding of the requirements and ensure the fullgiygedevdopment of
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Figure 25: The agile process illustrated.
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testing. Implementatioand testing then proceed, with the goal of dgplp a small, but working pro-
gram as quickly as possible. Deployment increments can be as shornvaseefes.

The users xamine each incremental deployment, and comment on whether it meets their needs and
expectations. Thesers then modify their prous requirements if appropriate, definevimequirements,

and the process proceeds with another iteratidme of the tenets of the Agilexa#gopment is that users

can better understand aneblye their requirements if thecan see working versions of a software prod-

uct as it golves. Thiss the same concept behindilding a rapid prototype in a more traditional process.

In the case of Agile delopment, the potentially thvo-away prototype is replaced with an actuabrking

version of the product, produced in small increments.

In order for the Agile process to proceed smootyvasve danning is necessaryrhe planning entails
organizing project personnel, prioritization of requirements, and determination ofottketavaccomplish

in each process iteration. The pasve gdanning step is therefore instantiated at the beginning of each
process iteration, and at other points during the process as necessatry.

The other major peasive gep isrefactoring This is the step in which software design activities are con-
ducted. Rathethan producing a design up front as in a more traditional process, the designad deri
bottom-up from the implementatioMany of the same design principles are emypl in Agile deelop-
ment as are employed in a traditional procelsese include the use of design patterns and other well-
established design techniques.

Refactoring also imolves the refinement and rganization of the incrementally-geloped implementa-
tion. Whencode is deeloped rapidly in response to user requirements, it may not be watioed in its
initial form. Refactoring emplgs standard practices of good codedigpment to impree te structure
and eficiengy of the implementation as itvelves. Re#ctoring at both the design and implementation
levels is performed pervasily, at regularly scheduled points in the process.

The agile style of delopment is not without contuersy. It's detractors see it as tiweback to the "bad
old days" when programmersili programs in an undisciplined and unmanageable martsesupport-

ers see it as highly fective means to delier quality products to satisfied users in less time than tradi-
tional methods. While proponentsveareported substantial success, there are at preserdripirical
studies that support the effe@ness of agile delopment [Abrahamsson 03].

As a form of highly eolutionary deelopment, agile processes are subject to the people issues discussed
earlier in Section 2.5.1Namely users and implementors must be willing and able to work together in a
tight-knit team, and implementors must be highly skilled invegiig incremental product versions in a
timely manner A significant unanswered question about agileld@ment is whether it can scale up to
large-scale deslopment projects. Further experience and study are necessary to address this question.

Many view agile development as fundamentally at odds with more traditional processes, such as the one
followed in this book. There is in fact much in common between an agile processes and a traditional
process enacted in a highly itevatimanner In particular the following simple adaptations of agile
development would bring it substantially in line with the itevaly-enacted traditional process shown in
Figure 19:

e instead of discarding user stories gathered during requirements analysis, add them incrementally into
a arviving requirements document

* during the test-definition step,\t#op formal specifications in conjunction with the test cases
* instantiate the refactor step before implementation, having it become an incremental design step
While agile proponents might balk at these suggestiong,stree to ilustrate that seemingly disparate
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process models are really not irreconcilably different.

2.7. Postscript

Most practitioners and academics agree on the fundamental steps in the software process. By one name
or anotherthe top-leel steps illustrated in Figure 6 are widely accept&ifferent process modelary

in hov and when the steps are enacted, what emphasis is placed on each, and what corerabdedeli

are produced.

Much of what this book has to offer can be readily adapted to other types of processes than the one laid
out in this chapterIf you dont like this process, define one of younvrm You can tak the books
process as a starting point and change some thidgyou can scrap it entirely and start from scratch.
While defining a process may be somewhat time consuming, the basics for doing it are straightforward:

a. definghe steps and substeps of the process, i.e., what people do;

b. define the style(s) of enactment, i.e., what order things get done in;

c. definethe artifacts, i.e, what gets produced (this topic beingred in the next chapter).

Taking the time to define and use a software process is time well dp@rgmall projects, with a tight-
knit team, it may be possible to build quality safter without a well-defined process. In just aboyt an
other situation, not having a good process is a bad idea.
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